CKME 136 Readmission Data Analysis

# uncomment the next lines to install required packages and load the libraries  
#install.packages("Hmisc")  
#install.packages("summarytools")  
#install.packages("pastecs")  
#install.packages("corrplot")  
#install.packages("moments")  
#install.packages("rcompanion") # required for transformTukey function  
#install.packages("dplyr")  
#install.packages("e1071")  
#install.packages("FSelector") # required for FSelector and RWeka libraries  
#install.packages("mlbench")  
#install.packages("tictoc")  
#install.packages("DMwR")  
#install.packages("RWeka")  
#install.packages("randomForest")  
#install.packages("mlbench")  
#install.packages("DescTools") # g-test goodness of fit  
#install.packages("arules")  
#install.packages("fastAdaboost")  
  
library("pastecs") # required for stat.desc function for summary statistics

## Warning: package 'pastecs' was built under R version 3.4.4

# library("summarytools")  
library("Hmisc") # describe function for summary statistics

## Warning: package 'Hmisc' was built under R version 3.4.4

## Loading required package: lattice

## Loading required package: survival

## Loading required package: Formula

## Loading required package: ggplot2

##   
## Attaching package: 'Hmisc'

## The following objects are masked from 'package:base':  
##   
## format.pval, units

library("corrplot") # corrplot function to plot correlation graphics

## Warning: package 'corrplot' was built under R version 3.4.4

## corrplot 0.84 loaded

# library("moments")  
library("rcompanion") # required for transformTukey function

## Warning: package 'rcompanion' was built under R version 3.4.4

library("plyr")

## Warning: package 'plyr' was built under R version 3.4.4

##   
## Attaching package: 'plyr'

## The following objects are masked from 'package:Hmisc':  
##   
## is.discrete, summarize

library("dplyr") # required for %>% pipe

## Warning: package 'dplyr' was built under R version 3.4.4

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:plyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize

## The following objects are masked from 'package:Hmisc':  
##   
## src, summarize

## The following objects are masked from 'package:pastecs':  
##   
## first, last

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library("FSelector") # feature selection algorithm

## Warning: package 'FSelector' was built under R version 3.4.4

library("mlbench")

## Warning: package 'mlbench' was built under R version 3.4.4

library("caret") # used for createPartition,

## Warning: package 'caret' was built under R version 3.4.4

##   
## Attaching package: 'caret'

## The following object is masked from 'package:survival':  
##   
## cluster

# library("Rfast")  
library("arules") # association rules ... apriori

## Warning: package 'arules' was built under R version 3.4.4

## Loading required package: Matrix

##   
## Attaching package: 'arules'

## The following object is masked from 'package:dplyr':  
##   
## recode

## The following objects are masked from 'package:base':  
##   
## abbreviate, write

library("e1071") # required for naivebayes algorithm

## Warning: package 'e1071' was built under R version 3.4.4

##   
## Attaching package: 'e1071'

## The following object is masked from 'package:Hmisc':  
##   
## impute

library("RWeka") # required for J48 decision tree algorithm

## Warning: package 'RWeka' was built under R version 3.4.4

library("randomForest") # required for randomForest algorithm

## Warning: package 'randomForest' was built under R version 3.4.4

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

library("tictoc") # used to measure runtime of code

## Warning: package 'tictoc' was built under R version 3.4.4

library("DMwR") # required for SMOTE

## Warning: package 'DMwR' was built under R version 3.4.4

## Loading required package: grid

##   
## Attaching package: 'DMwR'

## The following object is masked from 'package:plyr':  
##   
## join

library("DescTools") # required for G-test ... goodness of fit

## Warning: package 'DescTools' was built under R version 3.4.4

##   
## Attaching package: 'DescTools'

## The following objects are masked from 'package:caret':  
##   
## MAE, RMSE

## The following objects are masked from 'package:Hmisc':  
##   
## %nin%, Label, Mean, Quantile

library("fastAdaboost") # required for Adaboost ensemble package

## Warning: package 'fastAdaboost' was built under R version 3.4.4

readmission\_data\_original <- read.csv("C:/Data/Education/Ryerson/CKME136/dataset\_diabetes/diabetic\_data.csv")  
# using a working copy of the data set to preserve original data for reference  
readmission\_data <-readmission\_data\_original  
## view the first few rows of the data  
head(readmission\_data)

## encounter\_id patient\_nbr race gender age weight  
## 1 2278392 8222157 Caucasian Female [0-10) ?  
## 2 149190 55629189 Caucasian Female [10-20) ?  
## 3 64410 86047875 AfricanAmerican Female [20-30) ?  
## 4 500364 82442376 Caucasian Male [30-40) ?  
## 5 16680 42519267 Caucasian Male [40-50) ?  
## 6 35754 82637451 Caucasian Male [50-60) ?  
## admission\_type\_id discharge\_disposition\_id admission\_source\_id  
## 1 6 25 1  
## 2 1 1 7  
## 3 1 1 7  
## 4 1 1 7  
## 5 1 1 7  
## 6 2 1 2  
## time\_in\_hospital payer\_code medical\_specialty num\_lab\_procedures  
## 1 1 ? Pediatrics-Endocrinology 41  
## 2 3 ? ? 59  
## 3 2 ? ? 11  
## 4 2 ? ? 44  
## 5 1 ? ? 51  
## 6 3 ? ? 31  
## num\_procedures num\_medications number\_outpatient number\_emergency  
## 1 0 1 0 0  
## 2 0 18 0 0  
## 3 5 13 2 0  
## 4 1 16 0 0  
## 5 0 8 0 0  
## 6 6 16 0 0  
## number\_inpatient diag\_1 diag\_2 diag\_3 number\_diagnoses max\_glu\_serum  
## 1 0 250.83 ? ? 1 None  
## 2 0 276 250.01 255 9 None  
## 3 1 648 250 V27 6 None  
## 4 0 8 250.43 403 7 None  
## 5 0 197 157 250 5 None  
## 6 0 414 411 250 9 None  
## A1Cresult metformin repaglinide nateglinide chlorpropamide glimepiride  
## 1 None No No No No No  
## 2 None No No No No No  
## 3 None No No No No No  
## 4 None No No No No No  
## 5 None No No No No No  
## 6 None No No No No No  
## acetohexamide glipizide glyburide tolbutamide pioglitazone rosiglitazone  
## 1 No No No No No No  
## 2 No No No No No No  
## 3 No Steady No No No No  
## 4 No No No No No No  
## 5 No Steady No No No No  
## 6 No No No No No No  
## acarbose miglitol troglitazone tolazamide examide citoglipton insulin  
## 1 No No No No No No No  
## 2 No No No No No No Up  
## 3 No No No No No No No  
## 4 No No No No No No Up  
## 5 No No No No No No Steady  
## 6 No No No No No No Steady  
## glyburide.metformin glipizide.metformin glimepiride.pioglitazone  
## 1 No No No  
## 2 No No No  
## 3 No No No  
## 4 No No No  
## 5 No No No  
## 6 No No No  
## metformin.rosiglitazone metformin.pioglitazone change diabetesMed  
## 1 No No No No  
## 2 No No Ch Yes  
## 3 No No No Yes  
## 4 No No Ch Yes  
## 5 No No Ch Yes  
## 6 No No No Yes  
## readmitted  
## 1 NO  
## 2 >30  
## 3 NO  
## 4 NO  
## 5 NO  
## 6 >30

data\_desc <- read.csv("C:/Data/Education/Ryerson/CKME136/dataset\_diabetes/IDs\_mapping.csv")  
# view the first few rows of the data description  
data\_desc

## admission\_type\_id  
## 1 1  
## 2 2  
## 3 3  
## 4 4  
## 5 5  
## 6 6  
## 7 7  
## 8 8  
## 9   
## 10 discharge\_disposition\_id  
## 11 1  
## 12 2  
## 13 3  
## 14 4  
## 15 5  
## 16 6  
## 17 7  
## 18 8  
## 19 9  
## 20 10  
## 21 11  
## 22 12  
## 23 13  
## 24 14  
## 25 15  
## 26 16  
## 27 17  
## 28 18  
## 29 19  
## 30 20  
## 31 21  
## 32 22  
## 33 23  
## 34 24  
## 35 25  
## 36 26  
## 37 30  
## 38 27  
## 39 28  
## 40 29  
## 41   
## 42 admission\_source\_id  
## 43 1  
## 44 2  
## 45 3  
## 46 4  
## 47 5  
## 48 6  
## 49 7  
## 50 8  
## 51 9  
## 52 10  
## 53 11  
## 54 12  
## 55 13  
## 56 14  
## 57 15  
## 58 17  
## 59 18  
## 60 19  
## 61 20  
## 62 21  
## 63 22  
## 64 23  
## 65 24  
## 66 25  
## 67 26  
## description  
## 1 Emergency  
## 2 Urgent  
## 3 Elective  
## 4 Newborn  
## 5 Not Available  
## 6 NULL  
## 7 Trauma Center  
## 8 Not Mapped  
## 9   
## 10 description  
## 11 Discharged to home  
## 12 Discharged/transferred to another short term hospital  
## 13 Discharged/transferred to SNF  
## 14 Discharged/transferred to ICF  
## 15 Discharged/transferred to another type of inpatient care institution  
## 16 Discharged/transferred to home with home health service  
## 17 Left AMA  
## 18 Discharged/transferred to home under care of Home IV provider  
## 19 Admitted as an inpatient to this hospital  
## 20 Neonate discharged to another hospital for neonatal aftercare  
## 21 Expired  
## 22 Still patient or expected to return for outpatient services  
## 23 Hospice / home  
## 24 Hospice / medical facility  
## 25 Discharged/transferred within this institution to Medicare approved swing bed  
## 26 Discharged/transferred/referred another institution for outpatient services  
## 27 Discharged/transferred/referred to this institution for outpatient services  
## 28 NULL  
## 29 Expired at home. Medicaid only, hospice.  
## 30 Expired in a medical facility. Medicaid only, hospice.  
## 31 Expired, place unknown. Medicaid only, hospice.  
## 32 Discharged/transferred to another rehab fac including rehab units of a hospital .  
## 33 Discharged/transferred to a long term care hospital.  
## 34 Discharged/transferred to a nursing facility certified under Medicaid but not certified under Medicare.  
## 35 Not Mapped  
## 36 Unknown/Invalid  
## 37 Discharged/transferred to another Type of Health Care Institution not Defined Elsewhere  
## 38 Discharged/transferred to a federal health care facility.  
## 39 Discharged/transferred/referred to a psychiatric hospital of psychiatric distinct part unit of a hospital  
## 40 Discharged/transferred to a Critical Access Hospital (CAH).  
## 41   
## 42 description  
## 43 Physician Referral  
## 44 Clinic Referral  
## 45 HMO Referral  
## 46 Transfer from a hospital  
## 47 Transfer from a Skilled Nursing Facility (SNF)  
## 48 Transfer from another health care facility  
## 49 Emergency Room  
## 50 Court/Law Enforcement  
## 51 Not Available  
## 52 Transfer from critial access hospital  
## 53 Normal Delivery  
## 54 Premature Delivery  
## 55 Sick Baby  
## 56 Extramural Birth  
## 57 Not Available  
## 58 NULL  
## 59 Transfer From Another Home Health Agency  
## 60 Readmission to Same Home Health Agency  
## 61 Not Mapped  
## 62 Unknown/Invalid  
## 63 Transfer from hospital inpt/same fac reslt in a sep claim  
## 64 Born inside this hospital  
## 65 Born outside this hospital  
## 66 Transfer from Ambulatory Surgery Center  
## 67 Transfer from Hospice

# Basic summary statistics  
# Make a vector of categorical (factor) variables  
a <- (sapply(readmission\_data,class) == "factor")  
  
# Categorical variables (use describe function of Hmisc package to display summary)  
cat\_vars <- readmission\_data[, a]  
Hmisc::describe(cat\_vars)

## cat\_vars   
##   
## 37 Variables 101766 Observations  
## ---------------------------------------------------------------------------  
## race   
## n missing distinct   
## 101766 0 6   
##   
## Value ? AfricanAmerican Asian Caucasian  
## Frequency 2273 19210 641 76099  
## Proportion 0.022 0.189 0.006 0.748  
##   
## Value Hispanic Other  
## Frequency 2037 1506  
## Proportion 0.020 0.015  
## ---------------------------------------------------------------------------  
## gender   
## n missing distinct   
## 101766 0 3   
##   
## Value Female Male Unknown/Invalid  
## Frequency 54708 47055 3  
## Proportion 0.538 0.462 0.000  
## ---------------------------------------------------------------------------  
## age   
## n missing distinct   
## 101766 0 10   
##   
## Value [0-10) [10-20) [20-30) [30-40) [40-50) [50-60) [60-70)  
## Frequency 161 691 1657 3775 9685 17256 22483  
## Proportion 0.002 0.007 0.016 0.037 0.095 0.170 0.221  
##   
## Value [70-80) [80-90) [90-100)  
## Frequency 26068 17197 2793  
## Proportion 0.256 0.169 0.027  
## ---------------------------------------------------------------------------  
## weight   
## n missing distinct   
## 101766 0 10   
##   
## Value ? [0-25) [100-125) [125-150) [150-175) [175-200)  
## Frequency 98569 48 625 145 35 11  
## Proportion 0.969 0.000 0.006 0.001 0.000 0.000  
##   
## Value [25-50) [50-75) [75-100) >200  
## Frequency 97 897 1336 3  
## Proportion 0.001 0.009 0.013 0.000  
## ---------------------------------------------------------------------------  
## payer\_code   
## n missing distinct   
## 101766 0 18   
##   
## Value ? BC CH CM CP DM FR HM MC MD  
## Frequency 40256 4655 146 1937 2533 549 1 6274 32439 3532  
## Proportion 0.396 0.046 0.001 0.019 0.025 0.005 0.000 0.062 0.319 0.035  
##   
## Value MP OG OT PO SI SP UN WC  
## Frequency 79 1033 95 592 55 5007 2448 135  
## Proportion 0.001 0.010 0.001 0.006 0.001 0.049 0.024 0.001  
## ---------------------------------------------------------------------------  
## medical\_specialty   
## n missing distinct   
## 101766 0 73   
##   
## lowest : ? AllergyandImmunology Anesthesiology Anesthesiology-Pediatric Cardiology   
## highest: Surgery-PlasticwithinHeadandNeck Surgery-Thoracic Surgery-Vascular SurgicalSpecialty Urology   
## ---------------------------------------------------------------------------  
## diag\_1   
## n missing distinct   
## 101766 0 717   
##   
## lowest : ? 10 11 110 112, highest: V63 V66 V67 V70 V71  
## ---------------------------------------------------------------------------  
## diag\_2   
## n missing distinct   
## 101766 0 749   
##   
## lowest : ? 11 110 111 112, highest: V69 V70 V72 V85 V86  
## ---------------------------------------------------------------------------  
## diag\_3   
## n missing distinct   
## 101766 0 790   
##   
## lowest : ? 11 110 111 112, highest: V66 V70 V72 V85 V86  
## ---------------------------------------------------------------------------  
## max\_glu\_serum   
## n missing distinct   
## 101766 0 4   
##   
## Value >200 >300 None Norm  
## Frequency 1485 1264 96420 2597  
## Proportion 0.015 0.012 0.947 0.026  
## ---------------------------------------------------------------------------  
## A1Cresult   
## n missing distinct   
## 101766 0 4   
##   
## Value >7 >8 None Norm  
## Frequency 3812 8216 84748 4990  
## Proportion 0.037 0.081 0.833 0.049  
## ---------------------------------------------------------------------------  
## metformin   
## n missing distinct   
## 101766 0 4   
##   
## Value Down No Steady Up  
## Frequency 575 81778 18346 1067  
## Proportion 0.006 0.804 0.180 0.010  
## ---------------------------------------------------------------------------  
## repaglinide   
## n missing distinct   
## 101766 0 4   
##   
## Value Down No Steady Up  
## Frequency 45 100227 1384 110  
## Proportion 0.000 0.985 0.014 0.001  
## ---------------------------------------------------------------------------  
## nateglinide   
## n missing distinct   
## 101766 0 4   
##   
## Value Down No Steady Up  
## Frequency 11 101063 668 24  
## Proportion 0.000 0.993 0.007 0.000  
## ---------------------------------------------------------------------------  
## chlorpropamide   
## n missing distinct   
## 101766 0 4   
##   
## Value Down No Steady Up  
## Frequency 1 101680 79 6  
## Proportion 0.000 0.999 0.001 0.000  
## ---------------------------------------------------------------------------  
## glimepiride   
## n missing distinct   
## 101766 0 4   
##   
## Value Down No Steady Up  
## Frequency 194 96575 4670 327  
## Proportion 0.002 0.949 0.046 0.003  
## ---------------------------------------------------------------------------  
## acetohexamide   
## n missing distinct   
## 101766 0 2   
##   
## Value No Steady  
## Frequency 101765 1  
## Proportion 1 0  
## ---------------------------------------------------------------------------  
## glipizide   
## n missing distinct   
## 101766 0 4   
##   
## Value Down No Steady Up  
## Frequency 560 89080 11356 770  
## Proportion 0.006 0.875 0.112 0.008  
## ---------------------------------------------------------------------------  
## glyburide   
## n missing distinct   
## 101766 0 4   
##   
## Value Down No Steady Up  
## Frequency 564 91116 9274 812  
## Proportion 0.006 0.895 0.091 0.008  
## ---------------------------------------------------------------------------  
## tolbutamide   
## n missing distinct   
## 101766 0 2   
##   
## Value No Steady  
## Frequency 101743 23  
## Proportion 1 0  
## ---------------------------------------------------------------------------  
## pioglitazone   
## n missing distinct   
## 101766 0 4   
##   
## Value Down No Steady Up  
## Frequency 118 94438 6976 234  
## Proportion 0.001 0.928 0.069 0.002  
## ---------------------------------------------------------------------------  
## rosiglitazone   
## n missing distinct   
## 101766 0 4   
##   
## Value Down No Steady Up  
## Frequency 87 95401 6100 178  
## Proportion 0.001 0.937 0.060 0.002  
## ---------------------------------------------------------------------------  
## acarbose   
## n missing distinct   
## 101766 0 4   
##   
## Value Down No Steady Up  
## Frequency 3 101458 295 10  
## Proportion 0.000 0.997 0.003 0.000  
## ---------------------------------------------------------------------------  
## miglitol   
## n missing distinct   
## 101766 0 4   
##   
## Value Down No Steady Up  
## Frequency 5 101728 31 2  
## Proportion 0 1 0 0  
## ---------------------------------------------------------------------------  
## troglitazone   
## n missing distinct   
## 101766 0 2   
##   
## Value No Steady  
## Frequency 101763 3  
## Proportion 1 0  
## ---------------------------------------------------------------------------  
## tolazamide   
## n missing distinct   
## 101766 0 3   
##   
## Value No Steady Up  
## Frequency 101727 38 1  
## Proportion 1 0 0  
## ---------------------------------------------------------------------------  
## examide   
## n missing distinct value   
## 101766 0 1 No   
##   
## Value No  
## Frequency 101766  
## Proportion 1  
## ---------------------------------------------------------------------------  
## citoglipton   
## n missing distinct value   
## 101766 0 1 No   
##   
## Value No  
## Frequency 101766  
## Proportion 1  
## ---------------------------------------------------------------------------  
## insulin   
## n missing distinct   
## 101766 0 4   
##   
## Value Down No Steady Up  
## Frequency 12218 47383 30849 11316  
## Proportion 0.120 0.466 0.303 0.111  
## ---------------------------------------------------------------------------  
## glyburide.metformin   
## n missing distinct   
## 101766 0 4   
##   
## Value Down No Steady Up  
## Frequency 6 101060 692 8  
## Proportion 0.000 0.993 0.007 0.000  
## ---------------------------------------------------------------------------  
## glipizide.metformin   
## n missing distinct   
## 101766 0 2   
##   
## Value No Steady  
## Frequency 101753 13  
## Proportion 1 0  
## ---------------------------------------------------------------------------  
## glimepiride.pioglitazone   
## n missing distinct   
## 101766 0 2   
##   
## Value No Steady  
## Frequency 101765 1  
## Proportion 1 0  
## ---------------------------------------------------------------------------  
## metformin.rosiglitazone   
## n missing distinct   
## 101766 0 2   
##   
## Value No Steady  
## Frequency 101764 2  
## Proportion 1 0  
## ---------------------------------------------------------------------------  
## metformin.pioglitazone   
## n missing distinct   
## 101766 0 2   
##   
## Value No Steady  
## Frequency 101765 1  
## Proportion 1 0  
## ---------------------------------------------------------------------------  
## change   
## n missing distinct   
## 101766 0 2   
##   
## Value Ch No  
## Frequency 47011 54755  
## Proportion 0.462 0.538  
## ---------------------------------------------------------------------------  
## diabetesMed   
## n missing distinct   
## 101766 0 2   
##   
## Value No Yes  
## Frequency 23403 78363  
## Proportion 0.23 0.77  
## ---------------------------------------------------------------------------  
## readmitted   
## n missing distinct   
## 101766 0 3   
##   
## Value <30 >30 NO  
## Frequency 11357 35545 54864  
## Proportion 0.112 0.349 0.539  
## ---------------------------------------------------------------------------

for (cat\_var in (1:ncol(cat\_vars))){  
 barplot(table(cat\_vars[, cat\_var]), main = names(cat\_vars[cat\_var]), las=2)  
}
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# Numerical variables (use stat.desc function of pastecs package to display summary)  
num\_vars <- readmission\_data[, !a]  
# Do not include the encounter\_id or the patient\_nbr  
num\_vars <- subset(num\_vars, select = -c(1,2))  
options(scipen=100)  
options(digits=3)  
stat.desc(num\_vars)

## admission\_type\_id discharge\_disposition\_id  
## nbr.val 101766.00000 101766.0000  
## nbr.null 0.00000 0.0000  
## nbr.na 0.00000 0.0000  
## min 1.00000 1.0000  
## max 8.00000 28.0000  
## range 7.00000 27.0000  
## sum 205975.00000 378126.0000  
## median 1.00000 1.0000  
## mean 2.02401 3.7156  
## SE.mean 0.00453 0.0166  
## CI.mean.0.95 0.00888 0.0324  
## var 2.08919 27.8801  
## std.dev 1.44540 5.2802  
## coef.var 0.71413 1.4211  
## admission\_source\_id time\_in\_hospital num\_lab\_procedures  
## nbr.val 101766.0000 101766.00000 101766.0000  
## nbr.null 0.0000 0.00000 0.0000  
## nbr.na 0.0000 0.00000 0.0000  
## min 1.0000 1.00000 1.0000  
## max 25.0000 14.00000 132.0000  
## range 24.0000 13.00000 131.0000  
## sum 585606.0000 447362.00000 4385671.0000  
## median 7.0000 4.00000 44.0000  
## mean 5.7544 4.39599 43.0956  
## SE.mean 0.0127 0.00936 0.0617  
## CI.mean.0.95 0.0250 0.01834 0.1209  
## var 16.5168 8.91087 387.0805  
## std.dev 4.0641 2.98511 19.6744  
## coef.var 0.7063 0.67905 0.4565  
## num\_procedures num\_medications number\_outpatient  
## nbr.val 101766.00000 101766.0000 101766.00000  
## nbr.null 46652.00000 0.0000 85027.00000  
## nbr.na 0.00000 0.0000 0.00000  
## min 0.00000 1.0000 0.00000  
## max 6.00000 81.0000 42.00000  
## range 6.00000 80.0000 42.00000  
## sum 136339.00000 1630479.0000 37588.00000  
## median 1.00000 15.0000 0.00000  
## mean 1.33973 16.0218 0.36936  
## SE.mean 0.00535 0.0255 0.00397  
## CI.mean.0.95 0.01048 0.0499 0.00779  
## var 2.90978 66.0573 1.60596  
## std.dev 1.70581 8.1276 1.26727  
## coef.var 1.27325 0.5073 3.43100  
## number\_emergency number\_inpatient number\_diagnoses  
## nbr.val 101766.00000 101766.00000 101766.00000  
## nbr.null 90383.00000 67630.00000 0.00000  
## nbr.na 0.00000 0.00000 0.00000  
## min 0.00000 0.00000 1.00000  
## max 76.00000 21.00000 16.00000  
## range 76.00000 21.00000 15.00000  
## sum 20133.00000 64679.00000 755369.00000  
## median 0.00000 0.00000 8.00000  
## mean 0.19784 0.63557 7.42261  
## SE.mean 0.00292 0.00396 0.00606  
## CI.mean.0.95 0.00572 0.00776 0.01188  
## var 0.86578 1.59482 3.73881  
## std.dev 0.93047 1.26286 1.93360  
## coef.var 4.70325 1.98699 0.26050

for (num\_var in (1:ncol(num\_vars))){  
 hist(num\_vars[num\_var])  
}
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# Removal of Records  
# Remove if gender is "Unknown/Invalid" since there are so few records (3) in this category  
readmission\_data <- readmission\_data[!readmission\_data$gender == "Unknown/Invalid",]  
# Remove unused "Unknown/Invalid" level in gender factor attribute  
readmission\_data$gender <- factor(readmission\_data$gender)  
  
# Remove if all three diagnoses are missing (at least one of these should be diabetes related)  
readmission\_data <- readmission\_data[!(readmission\_data$diag\_1 == "?" & readmission\_data$diag\_2 == '?' & readmission\_data$diag\_3 == '?'),]  
  
# Remove if patient died or discharged to hospice since they can not be readmitted  
readmission\_data <- readmission\_data[!(readmission\_data$discharge\_disposition\_id %in% c(11, 13, 14, 19, 20, 21)),]  
  
# Retain only records for the first encounter for each patient to avoid biasing toward patients with multiple encounters  
readmission\_data <- readmission\_data[order(readmission\_data$patient\_nbr, readmission\_data$encounter\_id),]  
readmission\_data <- readmission\_data[!duplicated(readmission\_data$patient\_nbr),]  
  
# Remove "weight" attribute due to 98% missing values  
readmission\_data <- subset(readmission\_data, select = -c(weight))

# Categorical Variables  
#Recategorize diagnoses ICD-9 codes to 9 disease categories including "Other" category for infrequent codes  
# \*\*\*  
# Attribute diag\_1  
# \*\*\*  
#create a working copy of diagnosis 1 attribute  
readmission\_data["copy\_diag\_1"] <- readmission\_data$diag\_1  
#convert ICD9 codes to numeric to facilitate searching  
# set non-numeric codes to zero (these will ultimately be reclassified as "Other")  
levels(readmission\_data$copy\_diag\_1)[levels(readmission\_data$copy\_diag\_1) == "?"] <- '0'  
levels(readmission\_data$copy\_diag\_1)[substr(levels(readmission\_data$copy\_diag\_1), 1, 1) == "V"] <- '0'  
levels(readmission\_data$copy\_diag\_1)[substr(levels(readmission\_data$copy\_diag\_1), 1, 1) == "E"] <- '0'  
  
#diabetes codes begin with 250 but may have decimal code after 250, so include up to 5 digits  
options(digits=5)  
  
# change diagnosis date type from factor to numeric (convert to character first, otherwise get levels of factor not the actual values)  
readmission\_data$copy\_diag\_1 <- as.numeric(as.character(readmission\_data$copy\_diag\_1))  
  
#add levels for 9 disease categories  
levels(readmission\_data$diag\_1) <- c(levels(readmission\_data$diag\_1),"Circulatory", "Respiratory", "Digestive", "Diabetes", "Injury", "Musculoskeletal", "Genitourinary", "Neoplasms", "Other")  
  
#set all entries for first primary diagnosis to "Other" as the default and only reassign those entries that belong to one of the other eight diagnosis categories  
readmission\_data$diag\_1 <- "Other"  
  
readmission\_data$diag\_1[((readmission\_data$copy\_diag\_1 >= 390) & (readmission\_data$copy\_diag\_1 <= 459)) | (readmission\_data$copy\_diag\_1 == 785)] <- "Circulatory"  
  
readmission\_data$diag\_1[((readmission\_data$copy\_diag\_1 >= 460) & (readmission\_data$copy\_diag\_1 <= 519)) | (readmission\_data$copy\_diag\_1 == 786)] <- 'Respiratory'  
  
readmission\_data$diag\_1[((readmission\_data$copy\_diag\_1 >= 520) & (readmission\_data$copy\_diag\_1 <= 579)) | (readmission\_data$copy\_diag\_1 == 787)] <- 'Digestive'  
  
readmission\_data$diag\_1[((readmission\_data$copy\_diag\_1 >= 250) & (readmission\_data$copy\_diag\_1 < 251))] <- 'Diabetes'  
  
readmission\_data$diag\_1[((readmission\_data$copy\_diag\_1 >= 800) & (readmission\_data$copy\_diag\_1 <= 999))] <- 'Injury'  
  
readmission\_data$diag\_1[((readmission\_data$copy\_diag\_1 >= 710) & (readmission\_data$copy\_diag\_1 <= 739))] <- 'Musculoskeletal'  
  
readmission\_data$diag\_1[((readmission\_data$copy\_diag\_1 >= 580) & (readmission\_data$copy\_diag\_1 <= 629)) | (readmission\_data$copy\_diag\_1 == 788)] <- 'Genitourinary'  
  
readmission\_data$diag\_1[((readmission\_data$copy\_diag\_1 >= 140) & (readmission\_data$copy\_diag\_1 <= 239))] <- 'Neoplasm'  
  
  
# \*\*\*  
# Attribute diag\_2  
# \*\*\*  
#create a working copy of diagnosis 2 attribute  
readmission\_data["copy\_diag\_2"] <- readmission\_data$diag\_2  
#convert ICD9 codes to numeric to facilitate searching  
# set non-numeric codes to zero (these will ultimately be reclassified as "Other")  
levels(readmission\_data$copy\_diag\_2)[levels(readmission\_data$copy\_diag\_2) == "?"] <- '0'  
levels(readmission\_data$copy\_diag\_2)[substr(levels(readmission\_data$copy\_diag\_2), 1, 1) == "V"] <- '0'  
levels(readmission\_data$copy\_diag\_2)[substr(levels(readmission\_data$copy\_diag\_2), 1, 1) == "E"] <- '0'  
  
#diabetes codes begin with 250 but may have decimal code after 250, so include up to 5 digits  
options(digits=5)  
  
# change diagnosis date type from character to numeric  
readmission\_data$copy\_diag\_2 <- as.numeric(as.character(readmission\_data$copy\_diag\_2))  
  
#add levels for 9 disease categories  
levels(readmission\_data$diag\_2) <- c(levels(readmission\_data$diag\_2),"Circulatory", "Respiratory", "Digestive", "Diabetes", "Injury", "Musculoskeletal", "Genitourinary", "Neoplasms", "Other")  
  
#set all entries for second primary diagnosis to "Other" as the default and only reassign those entries that belong to one of the other eight diagnosis categories  
readmission\_data$diag\_2 <- "Other"  
  
readmission\_data$diag\_2[((readmission\_data$copy\_diag\_2 >= 390) & (readmission\_data$copy\_diag\_2 <= 459)) | (readmission\_data$copy\_diag\_2 == 785)] <- "Circulatory"  
  
readmission\_data$diag\_2[((readmission\_data$copy\_diag\_2 >= 460) & (readmission\_data$copy\_diag\_2 <= 519)) | (readmission\_data$copy\_diag\_2 == 786)] <- 'Respiratory'  
  
readmission\_data$diag\_2[((readmission\_data$copy\_diag\_2 >= 520) & (readmission\_data$copy\_diag\_2 <= 579)) | (readmission\_data$copy\_diag\_2 == 787)] <- 'Digestive'  
  
readmission\_data$diag\_2[((readmission\_data$copy\_diag\_2 >= 250) & (readmission\_data$copy\_diag\_2 < 251))] <- 'Diabetes'  
  
readmission\_data$diag\_2[((readmission\_data$copy\_diag\_2 >= 800) & (readmission\_data$copy\_diag\_2 <= 999))] <- 'Injury'  
  
readmission\_data$diag\_2[((readmission\_data$copy\_diag\_2 >= 710) & (readmission\_data$copy\_diag\_2 <= 739))] <- 'Musculoskeletal'  
  
readmission\_data$diag\_2[((readmission\_data$copy\_diag\_2 >= 580) & (readmission\_data$copy\_diag\_2 <= 629)) | (readmission\_data$copy\_diag\_2 == 788)] <- 'Genitourinary'  
  
readmission\_data$diag\_2[((readmission\_data$copy\_diag\_2 >= 140) & (readmission\_data$copy\_diag\_2 <= 239))] <- 'Neoplasm'  
  
# \*\*\*  
# Attribute diag\_3  
# \*\*\*  
#create a working copy of diagnosis 3 attribute  
readmission\_data["copy\_diag\_3"] <- readmission\_data$diag\_3  
  
#convert ICD9 codes to numeric to facilitate searching  
# set non-numeric codes to zero (these will ultimately be reclassified as "Other")  
levels(readmission\_data$copy\_diag\_3)[levels(readmission\_data$copy\_diag\_3) == "?"] <- '0'  
levels(readmission\_data$copy\_diag\_3)[substr(levels(readmission\_data$copy\_diag\_3), 1, 1) == "V"] <- '0'  
levels(readmission\_data$copy\_diag\_3)[substr(levels(readmission\_data$copy\_diag\_3), 1, 1) == "E"] <- '0'  
  
#diabetes codes begin with 250 but may have decimal code after 250, so include up to 5 digits  
options(digits=5)  
  
# change diagnosis date type from character to numeric  
readmission\_data$copy\_diag\_3 <- as.numeric(as.character(readmission\_data$copy\_diag\_3))  
  
#add levels for 9 disease categories  
levels(readmission\_data$diag\_3) <- c(levels(readmission\_data$diag\_3),"Circulatory", "Respiratory", "Digestive", "Diabetes", "Injury", "Musculoskeletal", "Genitourinary", "Neoplasms", "Other")  
  
#set all entries for third primary diagnosis to "Other" as the default and only reassign those entries that belong to one of the other eight diagnosis categories  
readmission\_data$diag\_3 <- "Other"  
  
readmission\_data$diag\_3[((readmission\_data$copy\_diag\_3 >= 390) & (readmission\_data$copy\_diag\_3 <= 459)) | (readmission\_data$copy\_diag\_3 == 785)] <- "Circulatory"  
  
readmission\_data$diag\_3[((readmission\_data$copy\_diag\_3 >= 460) & (readmission\_data$copy\_diag\_3 <= 519)) | (readmission\_data$copy\_diag\_3 == 786)] <- 'Respiratory'  
  
readmission\_data$diag\_3[((readmission\_data$copy\_diag\_3 >= 520) & (readmission\_data$copy\_diag\_3 <= 579)) | (readmission\_data$copy\_diag\_3 == 787)] <- 'Digestive'  
  
readmission\_data$diag\_3[((readmission\_data$copy\_diag\_3 >= 250) & (readmission\_data$copy\_diag\_3 < 251))] <- 'Diabetes'  
  
readmission\_data$diag\_3[((readmission\_data$copy\_diag\_3 >= 800) & (readmission\_data$copy\_diag\_3 <= 999))] <- 'Injury'  
  
readmission\_data$diag\_3[((readmission\_data$copy\_diag\_3 >= 710) & (readmission\_data$copy\_diag\_3 <= 739))] <- 'Musculoskeletal'  
  
readmission\_data$diag\_3[((readmission\_data$copy\_diag\_3 >= 580) & (readmission\_data$copy\_diag\_3 <= 629)) | (readmission\_data$copy\_diag\_3 == 788)] <- 'Genitourinary'  
  
readmission\_data$diag\_3[((readmission\_data$copy\_diag\_3 >= 140) & (readmission\_data$copy\_diag\_3 <= 239))] <- 'Neoplasm'  
  
# drop temporary columns for diagnoses  
readmission\_data <- subset(readmission\_data, select = -c(copy\_diag\_1, copy\_diag\_2, copy\_diag\_3))  
  
# change diag attributes back into factors  
readmission\_data$diag\_1 <- as.factor(readmission\_data$diag\_1)  
readmission\_data$diag\_2 <- as.factor(readmission\_data$diag\_2)  
readmission\_data$diag\_3 <- as.factor(readmission\_data$diag\_3)  
  
# Rename values for unknown entries to 'Unknown' if applicable & create summaries for categorical variables  
  
# race ... not well balanced (e.g. code Asian represents less than 1% of data) create levels: Caucasian and NotCaucasian  
levels(readmission\_data$race)[!(levels(readmission\_data$race) == "Caucasian")] <- 'NotCaucasian'  
summary (readmission\_data$race)

## NotCaucasian Caucasian   
## 17682 52305

# admission\_type\_id ... unbalanced data, so retain codes for 1 (Emergency), 2 (Urgent), and 3 (Elective) and relabel the rest as Uncommon (note: codes 5, 6, and 8 represent missing or unknown data)  
readmission\_data$admission\_type\_id <- as.factor(readmission\_data$admission\_type\_id)  
levels(readmission\_data$admission\_type\_id)[levels(readmission\_data$admission\_type\_id) %in% c('4', '5', '6', '7', '8')] <- 'Uncommon'  
levels(readmission\_data$admission\_type\_id)[levels(readmission\_data$admission\_type\_id) == '1'] <- 'Emergency'  
levels(readmission\_data$admission\_type\_id)[levels(readmission\_data$admission\_type\_id) == '2'] <- 'Urgent'  
levels(readmission\_data$admission\_type\_id)[levels(readmission\_data$admission\_type\_id) == '3'] <- 'Elective'  
summary (readmission\_data$admission\_type\_id)

## Emergency Urgent Elective Uncommon   
## 35478 12803 13786 7920

# discharge disposition id ... many levels and unbalanced ... combine all levels that represent less than 2% of the observations into an "Uncommon" category  
readmission\_data$discharge\_disposition\_id <- as.factor(readmission\_data$discharge\_disposition\_id)  
# discharge\_disposition\_id ... codes 18, 25, and 26 represent missing or unknown data  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) %in% c('18', '25', '26')] <- 'Unknown'  
# discharge\_disposition\_id ... codes 12, 16, and 17 represent outpatient transfer / discharge /admission   
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) %in% c('12', '16', '17')] <- 'Outpatient'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '1'] <- 'Home'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '2'] <- 'Short term hospital'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '3'] <- 'SNF'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '4'] <- 'ICF'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '5'] <- 'Inpatient care institution'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '6'] <- 'Home health service'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '7'] <- 'Left AMA'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '8'] <- 'Home IV provider'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '9'] <- 'Inpatient to this hospital'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '10'] <- 'Neonatal aftercare'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '15'] <- 'Medicare swing bed'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '22'] <- 'Rehab'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '23'] <- 'Long term care'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '24'] <- 'Nursing facility'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '27'] <- 'Federal HCF'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '28'] <- 'Psychiatric hospital'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '29'] <- 'Critical Access Hospital'  
levels(readmission\_data$discharge\_disposition\_id)[levels(readmission\_data$discharge\_disposition\_id) == '30'] <- 'Another HCI'  
# reassign any levels with less than 2% of the data to "Uncommon"  
# calculate the proportions for each level  
props <- table(readmission\_data$discharge\_disposition\_id) / length (readmission\_data$discharge\_disposition\_id)  
levels(readmission\_data$discharge\_disposition\_id)[props < 0.02] <- 'Uncommon'  
# remove any unused levels  
readmission\_data$discharge\_disposition\_id <- factor(readmission\_data$discharge\_disposition\_id)  
summary (readmission\_data$discharge\_disposition\_id)

## Home Short term hospital SNF   
## 44320 1541 8790   
## Uncommon Home health service Unknown   
## 2383 8291 3252   
## Rehab   
## 1410

# admission source id ... many levels and unbalanced ... combine all levels that represent less than 2% of the observations into an "Uncommon" category  
readmission\_data$admission\_source\_id <- as.factor(readmission\_data$admission\_source\_id)  
# admission\_source\_id ... codes 9, 15, 17, 20, and 21 represent missing or unknown data  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) %in% c('9', '15', '17', '20', '21')] <- 'Unknown'  
  
# codes 11, 12, 13, 14, 23, 24 refer to babies, childbirth, infants and will be releveled as "Babies"  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) %in% c('11', '12', '13', '14', '23', '24')] <- 'Babies'  
  
# codes 4, 26 both mean transfer from hospital ... relevel as "Transfer from hospital"  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) %in% c('4', '26')] <- 'Transfer from hospital'  
  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) == '1'] <- 'Physician Referral'  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) == '2'] <- 'Clinic Referral'  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) == '3'] <- 'HMO Referral'  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) == '5'] <- 'Transfer from SNF'  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) == '6'] <- 'Transfer from HCF'  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) == '7'] <- 'ER'  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) == '8'] <- 'Court'  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) == '10'] <- 'Transfer from CAH'  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) == '18'] <- 'Transfer From HHA'  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) == '19'] <- 'Readmission to HHA'  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) == '22'] <- 'Transfer from inpatients'  
levels(readmission\_data$admission\_source\_id)[levels(readmission\_data$admission\_source\_id) == '25'] <- 'Transfer from ASC'  
# reassign any levels with less than 2% of the data to "Uncommon"  
# calculate the proportions for each level  
props <- table(readmission\_data$admission\_source\_id) / length (readmission\_data$admission\_source\_id)  
levels(readmission\_data$admission\_source\_id)[props < 0.25] <- 'Uncommon'  
# remove unused factors  
readmission\_data$admission\_source\_id <- factor(readmission\_data$admission\_source\_id)  
summary (readmission\_data$admission\_source\_id)

## Physician Referral Uncommon ER   
## 21748 10968 37271

# payer\_code ... many levels and not well balanced (e.g. code FR only has 1 observation)  
# create three levels: Unkown, MC (Medicaid), and Uncommon  
levels(readmission\_data$payer\_code)[levels(readmission\_data$payer\_code) == "?"] <- 'Unknown'  
levels(readmission\_data$payer\_code)[!(levels(readmission\_data$payer\_code) == "Unknown") & !(levels(readmission\_data$payer\_code) == "MC")] <- 'Uncommon'  
summary (readmission\_data$payer\_code)

## Unknown Uncommon MC   
## 30415 19777 19795

# medical specialty ... reassign any levels with less than 5% of the data to "Uncommon"  
# calculate the proportions for each level  
levels(readmission\_data$medical\_specialty)[levels(readmission\_data$medical\_specialty) == "?"] <- 'Unknown'  
props <- table(readmission\_data$medical\_specialty) / length (readmission\_data$medical\_specialty)  
levels(readmission\_data$medical\_specialty)[props < 0.05] <- 'Uncommon'  
summary (readmission\_data$medical\_specialty)

## Unknown Uncommon Cardiology   
## 33652 12116 4207   
## Emergency/Trauma Family/GeneralPractice InternalMedicine   
## 4393 4978 10641

# drop all medication attributes (due to data sparseness) except insulin  
readmission\_data <- subset(readmission\_data, select = -c(24:40,42:46))  
  
# drop patient\_nbr and encounter\_id since these are unique for each observation  
readmission\_data <- subset(readmission\_data, select = -c(encounter\_id, patient\_nbr))  
  
# gender  
summary (readmission\_data$gender)

## Female Male   
## 37239 32748

# age ... choose the midpoint of the age range given and convert to a numeric variables  
for (i in (0:9))   
 {  
 x <- paste("[", i\*10, "-", (i+1)\*10, ")", sep = "")  
 mid\_x <- as.character(5 + 10\*i)  
 levels(readmission\_data$age)[levels(readmission\_data$age) == x] <- mid\_x  
 }  
readmission\_data$age <- as.numeric(levels(readmission\_data$age))[readmission\_data$age]  
summary (readmission\_data$age)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 5.0 55.0 65.0 65.4 75.0 95.0

#convert num\_procedures, number\_outpatient, number\_emergency, and number\_inpatient to categorical variables with values "None" and "At least one" since most are zeroes ... not normal  
convert\_function <- function(x){  
 x[x > 0] <- 1  
 x <- as.factor(x)  
 levels(x)[levels(x)=="0"] <- "None"  
 levels(x)[levels(x)=="1"] <- "At least one"  
 return(x)  
}  
  
readmission\_data$num\_procedures <- convert\_function(readmission\_data$num\_procedures)  
readmission\_data$number\_outpatient <- convert\_function(readmission\_data$number\_outpatient)  
readmission\_data$number\_emergency <- convert\_function(readmission\_data$number\_emergency)  
readmission\_data$number\_inpatient <- convert\_function(readmission\_data$number\_inpatient)

# Basic summary statistics revisited after initial data cleaning and attribute selection  
# Make a vector of categorical (factor) variables  
a<- (sapply(readmission\_data,class) == "factor")  
  
# Categorical variables (use describe function of Hmisc package to display summary)  
cat\_vars <- readmission\_data[, a]  
Hmisc::describe(cat\_vars)

## cat\_vars   
##   
## 20 Variables 69987 Observations  
## ---------------------------------------------------------------------------  
## race   
## n missing distinct   
## 69987 0 2   
##   
## Value NotCaucasian Caucasian  
## Frequency 17682 52305  
## Proportion 0.253 0.747  
## ---------------------------------------------------------------------------  
## gender   
## n missing distinct   
## 69987 0 2   
##   
## Value Female Male  
## Frequency 37239 32748  
## Proportion 0.532 0.468  
## ---------------------------------------------------------------------------  
## admission\_type\_id   
## n missing distinct   
## 69987 0 4   
##   
## Value Emergency Urgent Elective Uncommon  
## Frequency 35478 12803 13786 7920  
## Proportion 0.507 0.183 0.197 0.113  
## ---------------------------------------------------------------------------  
## discharge\_disposition\_id   
## n missing distinct   
## 69987 0 7   
##   
## Home (44320, 0.633), Short term hospital (1541, 0.022), SNF (8790, 0.126),  
## Uncommon (2383, 0.034), Home health service (8291, 0.118), Unknown (3252,  
## 0.046), Rehab (1410, 0.020)  
## ---------------------------------------------------------------------------  
## admission\_source\_id   
## n missing distinct   
## 69987 0 3   
##   
## Value Physician Referral Uncommon ER  
## Frequency 21748 10968 37271  
## Proportion 0.311 0.157 0.533  
## ---------------------------------------------------------------------------  
## payer\_code   
## n missing distinct   
## 69987 0 3   
##   
## Value Unknown Uncommon MC  
## Frequency 30415 19777 19795  
## Proportion 0.435 0.283 0.283  
## ---------------------------------------------------------------------------  
## medical\_specialty   
## n missing distinct   
## 69987 0 6   
##   
## Unknown (33652, 0.481), Uncommon (12116, 0.173), Cardiology (4207, 0.060),  
## Emergency/Trauma (4393, 0.063), Family/GeneralPractice (4978, 0.071),  
## InternalMedicine (10641, 0.152)  
## ---------------------------------------------------------------------------  
## num\_procedures   
## n missing distinct   
## 69987 0 2   
##   
## Value None At least one  
## Frequency 30841 39146  
## Proportion 0.441 0.559  
## ---------------------------------------------------------------------------  
## number\_outpatient   
## n missing distinct   
## 69987 0 2   
##   
## Value None At least one  
## Frequency 60865 9122  
## Proportion 0.87 0.13  
## ---------------------------------------------------------------------------  
## number\_emergency   
## n missing distinct   
## 69987 0 2   
##   
## Value None At least one  
## Frequency 64886 5101  
## Proportion 0.927 0.073  
## ---------------------------------------------------------------------------  
## number\_inpatient   
## n missing distinct   
## 69987 0 2   
##   
## Value None At least one  
## Frequency 61792 8195  
## Proportion 0.883 0.117  
## ---------------------------------------------------------------------------  
## diag\_1   
## n missing distinct   
## 69987 0 9   
##   
## Circulatory (21389, 0.306), Diabetes (5748, 0.082), Digestive (6488,  
## 0.093), Genitourinary (3441, 0.049), Injury (4694, 0.067), Musculoskeletal  
## (4064, 0.058), Neoplasm (2538, 0.036), Other (12134, 0.173), Respiratory  
## (9491, 0.136)  
## ---------------------------------------------------------------------------  
## diag\_2   
## n missing distinct   
## 69987 0 9   
##   
## Circulatory (22083, 0.316), Diabetes (9700, 0.139), Digestive (2856,  
## 0.041), Genitourinary (5330, 0.076), Injury (1822, 0.026), Musculoskeletal  
## (1295, 0.019), Neoplasm (1600, 0.023), Other (18373, 0.263), Respiratory  
## (6928, 0.099)  
## ---------------------------------------------------------------------------  
## diag\_3   
## n missing distinct   
## 69987 0 9   
##   
## Circulatory (20866, 0.298), Diabetes (12547, 0.179), Digestive (2700,  
## 0.039), Genitourinary (4049, 0.058), Injury (1409, 0.020), Musculoskeletal  
## (1368, 0.020), Neoplasm (1146, 0.016), Other (21250, 0.304), Respiratory  
## (4652, 0.066)  
## ---------------------------------------------------------------------------  
## max\_glu\_serum   
## n missing distinct   
## 69987 0 4   
##   
## Value >200 >300 None Norm  
## Frequency 936 712 66638 1701  
## Proportion 0.013 0.010 0.952 0.024  
## ---------------------------------------------------------------------------  
## A1Cresult   
## n missing distinct   
## 69987 0 4   
##   
## Value >7 >8 None Norm  
## Frequency 2866 6239 57141 3741  
## Proportion 0.041 0.089 0.816 0.053  
## ---------------------------------------------------------------------------  
## insulin   
## n missing distinct   
## 69987 0 4   
##   
## Value Down No Steady Up  
## Frequency 7324 34265 21621 6777  
## Proportion 0.105 0.490 0.309 0.097  
## ---------------------------------------------------------------------------  
## change   
## n missing distinct   
## 69987 0 2   
##   
## Value Ch No  
## Frequency 31495 38492  
## Proportion 0.45 0.55  
## ---------------------------------------------------------------------------  
## diabetesMed   
## n missing distinct   
## 69987 0 2   
##   
## Value No Yes  
## Frequency 16685 53302  
## Proportion 0.238 0.762  
## ---------------------------------------------------------------------------  
## readmitted   
## n missing distinct   
## 69987 0 3   
##   
## Value <30 >30 NO  
## Frequency 6285 22226 41476  
## Proportion 0.090 0.318 0.593  
## ---------------------------------------------------------------------------

for (cat\_var in (1:ncol(cat\_vars))){  
 barplot(table(cat\_vars[, cat\_var]), main = names(cat\_vars[cat\_var]), las=2)  
}
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# Numerical variables (use stat.desc function of pastecs package to display summary)  
num\_vars <- readmission\_data[, !a]  
options(scipen=100)  
options(digits=1)  
stat.desc(num\_vars)

## age time\_in\_hospital num\_lab\_procedures  
## nbr.val 69987.00 69987.00 69987.00  
## nbr.null 0.00 0.00 0.00  
## nbr.na 0.00 0.00 0.00  
## min 5.00 1.00 1.00  
## max 95.00 14.00 132.00  
## range 90.00 13.00 131.00  
## sum 4580125.00 299078.00 3000753.00  
## median 65.00 3.00 44.00  
## mean 65.44 4.27 42.88  
## SE.mean 0.06 0.01 0.08  
## CI.mean.0.95 0.12 0.02 0.15  
## var 255.17 8.61 395.78  
## std.dev 15.97 2.93 19.89  
## coef.var 0.24 0.69 0.46  
## num\_medications number\_diagnoses  
## nbr.val 69987.00 69987.000  
## nbr.null 0.00 0.000  
## nbr.na 0.00 0.000  
## min 1.00 1.000  
## max 81.00 16.000  
## range 80.00 15.000  
## sum 1096366.00 505598.000  
## median 14.00 8.000  
## mean 15.67 7.224  
## SE.mean 0.03 0.008  
## CI.mean.0.95 0.06 0.015  
## var 68.68 4.005  
## std.dev 8.29 2.001  
## coef.var 0.53 0.277

summary(num\_vars)

## age time\_in\_hospital num\_lab\_procedures num\_medications  
## Min. : 5 Min. : 1 Min. : 1 Min. : 1   
## 1st Qu.:55 1st Qu.: 2 1st Qu.: 31 1st Qu.:10   
## Median :65 Median : 3 Median : 44 Median :14   
## Mean :65 Mean : 4 Mean : 43 Mean :16   
## 3rd Qu.:75 3rd Qu.: 6 3rd Qu.: 57 3rd Qu.:20   
## Max. :95 Max. :14 Max. :132 Max. :81   
## number\_diagnoses  
## Min. : 1   
## 1st Qu.: 6   
## Median : 8   
## Mean : 7   
## 3rd Qu.: 9   
## Max. :16

for (num\_var in (1:ncol(num\_vars))){  
 hist(num\_vars[num\_var])  
}
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# Check skew and kurtosis for age, time\_in\_hospital, num\_lab\_procedures, and num\_medications to determine normality  
kurt <- kurtosis(num\_vars$age)  
skew <- skewness(num\_vars$age)  
print (paste("The distribution of the age attribute has skewness ", format(skew, digits = 2), " and kurtosis ", format(kurt, digits = 2, trim = FALSE, justify = "right"), "." , sep = ""))

## [1] "The distribution of the age attribute has skewness -0.63 and kurtosis 0.35."

kurt <- kurtosis(num\_vars$time\_in\_hospital)  
skew <- skewness(num\_vars$time\_in\_hospital)  
print (paste("The distribution of the time\_in\_hospital attribute has skewness ", format(skew, digits = 2), " and kurtosis ", format(kurt, digits = 2), "." , sep = ""))

## [1] "The distribution of the time\_in\_hospital attribute has skewness 1.2 and kurtosis 1."

kurt <- kurtosis(num\_vars$num\_lab\_procedures)  
skew <- skewness(num\_vars$num\_lab\_procedures)  
print (paste("The distribution of the num\_lab\_procedures attribute has skewness ", format(skew, digits = 2), " and kurtosis ", format(kurt, digits = 2), "." , sep = ""))

## [1] "The distribution of the num\_lab\_procedures attribute has skewness -0.22 and kurtosis -0.3."

kurt <- kurtosis(num\_vars$num\_medications)  
skew <- skewness(num\_vars$num\_medications)  
print (paste("The distribution of the num\_medications attribute has skewness ", format(skew, digits = 2), " and kurtosis ", format(kurt, digits = 2), "." , sep = ""))

## [1] "The distribution of the num\_medications attribute has skewness 1.4 and kurtosis 3.9."

# Attempt to transform number of diagnoses attribute for normality  
# Since dataset is too large to run Tukey's Ladder of Powers, choose a random sample from the dataset, perform the Tukey transformation and then apply the result to the entire dataset.  
num\_var\_sample <- sample\_n (num\_vars, 5000)  
tuk <- transformTukey(num\_var\_sample$number\_diagnoses)
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##   
## lambda W  
## 451 1 0.8  
## Shapiro.p.value  
## 451 0.0000000000000000000000000000000000000000000000000000000004  
##   
## if (lambda > 0){TRANS = x ^ lambda}   
## if (lambda == 0){TRANS = log(x)}   
## if (lambda < 0){TRANS = -1 \* x ^ lambda}
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tuk2 <- transformTukey(tuk)
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##   
## lambda W  
## 441 1 0.8  
## Shapiro.p.value  
## 441 0.0000000000000000000000000000000000000000000000000000000004  
##   
## if (lambda > 0){TRANS = x ^ lambda}   
## if (lambda == 0){TRANS = log(x)}   
## if (lambda < 0){TRANS = -1 \* x ^ lambda}
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# strong evidence of non-normality even after Tukey transformation ... using binning instead (convert to categorical)  
readmission\_data$number\_diagnoses[readmission\_data$number\_diagnoses <= 8] <- 0  
readmission\_data$number\_diagnoses[readmission\_data$number\_diagnoses >= 9] <- 1  
readmission\_data$number\_diagnoses <- as.factor(readmission\_data$number\_diagnoses)  
levels(readmission\_data$number\_diagnoses)[levels(readmission\_data$number\_diagnoses)=="0"] <- "Low"  
levels(readmission\_data$number\_diagnoses)[levels(readmission\_data$number\_diagnoses)=="1"] <- "High"  
  
#include number\_diagnoses in dataframe for categorical variables and remove from numerical variables dataframe  
a<- (sapply(readmission\_data,class) == "factor")  
cat\_vars <- readmission\_data[, a]  
num\_vars <- readmission\_data[, !a]  
Hmisc::describe(cat\_vars[15])

## cat\_vars[15]   
##   
## 1 Variables 69987 Observations  
## ---------------------------------------------------------------------------  
## number\_diagnoses   
## n missing distinct   
## 69987 0 2   
##   
## Value Low High  
## Frequency 39196 30791  
## Proportion 0.6 0.4  
## ---------------------------------------------------------------------------

barplot(table(cat\_vars[15]), main = names(cat\_vars[15]), las=2)
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# Treatment of Outliers  
# Boxplots of numerical attributes  
  
num\_obs <- nrow(num\_vars) # total number of records  
  
# loop through all numeric variables to create a boxplot for each one  
for (num\_var in (1:ncol(num\_vars))) {  
 current\_num\_var <- num\_vars[[num\_var]]  
 num\_outliers <- length(boxplot.stats(current\_num\_var)$out)  
 percent\_outliers <- format(round(100 \* num\_outliers / num\_obs, 2), nsmall = 2)  
 boxplot(current\_num\_var, axes = FALSE, main=names(num\_vars)[num\_var], boxwex=0.2, xlab = paste("Number of outliers = ", num\_outliers, " (", percent\_outliers, "%)"))  
 text(y = boxplot.stats(current\_num\_var)$stats, labels = boxplot.stats(current\_num\_var)$stats, x = 1.25)  
 }
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#  
# Check correlation between pairs of numeric attributes (use Spearman due to non-normality in some of attributes)  
num\_cor <- cor(num\_vars, method = "spearman")  
corrplot(num\_cor, method="number", type="upper")
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# no significant correlation between pairs of numeric attributes  
  
# loop through pairs of categorical variables checking G-test for correlation significance (use 0.01 significance level)  
num\_cat\_vars <- ncol(cat\_vars)  
num\_num\_vars <- ncol(num\_vars)  
  
for (i in 1:(num\_cat\_vars - 1)){  
 for (j in (i + 1) : num\_cat\_vars) {  
 gtest <- GTest(cat\_vars[,i], cat\_vars[,j])  
 if (gtest$p.value <= 0.05) {  
 print (paste(names(cat\_vars[i]), " and ", names(cat\_vars[j]), " are not independent.", format(gtest$p.value, digits = 4)))  
 } else {  
 print (paste(names(cat\_vars[i]), " and ", names(cat\_vars[j]), " are independent.", format(gtest$p.value, digits = 4)))  
 }  
 }   
}

## [1] "race and gender are not independent. 0"  
## [1] "race and admission\_type\_id are not independent. 0"  
## [1] "race and discharge\_disposition\_id are not independent. 0"  
## [1] "race and admission\_source\_id are not independent. 0"  
## [1] "race and payer\_code are not independent. 0"  
## [1] "race and medical\_specialty are not independent. 0"  
## [1] "race and num\_procedures are not independent. 0.000000000000001887"  
## [1] "race and number\_outpatient are not independent. 0"  
## [1] "race and number\_emergency are not independent. 0.000001292"  
## [1] "race and number\_inpatient are not independent. 0.000000000000001554"  
## [1] "race and diag\_1 are not independent. 0"  
## [1] "race and diag\_2 are not independent. 0"  
## [1] "race and diag\_3 are not independent. 0.00000000000000111"  
## [1] "race and number\_diagnoses are not independent. 0"  
## [1] "race and max\_glu\_serum are not independent. 0"  
## [1] "race and A1Cresult are not independent. 0"  
## [1] "race and insulin are not independent. 0"  
## [1] "race and change are not independent. 0.009256"  
## [1] "race and diabetesMed are not independent. 0.006732"  
## [1] "race and readmitted are not independent. 0"  
## [1] "gender and admission\_type\_id are not independent. 0.0006538"  
## [1] "gender and discharge\_disposition\_id are not independent. 0"  
## [1] "gender and admission\_source\_id are independent. 0.3954"  
## [1] "gender and payer\_code are not independent. 0.0000000000000191"  
## [1] "gender and medical\_specialty are not independent. 0"  
## [1] "gender and num\_procedures are not independent. 0"  
## [1] "gender and number\_outpatient are not independent. 0.0003337"  
## [1] "gender and number\_emergency are not independent. 0.00000000006211"  
## [1] "gender and number\_inpatient are independent. 0.6813"  
## [1] "gender and diag\_1 are not independent. 0"  
## [1] "gender and diag\_2 are not independent. 0"  
## [1] "gender and diag\_3 are not independent. 0"  
## [1] "gender and number\_diagnoses are independent. 0.6208"  
## [1] "gender and max\_glu\_serum are independent. 0.6583"  
## [1] "gender and A1Cresult are not independent. 0.0000000000006762"  
## [1] "gender and insulin are independent. 0.1411"  
## [1] "gender and change are not independent. 0.0000005038"  
## [1] "gender and diabetesMed are not independent. 0.0000003247"  
## [1] "gender and readmitted are not independent. 0.00005725"  
## [1] "admission\_type\_id and discharge\_disposition\_id are not independent. 0"  
## [1] "admission\_type\_id and admission\_source\_id are not independent. 0"  
## [1] "admission\_type\_id and payer\_code are not independent. 0"  
## [1] "admission\_type\_id and medical\_specialty are not independent. 0"  
## [1] "admission\_type\_id and num\_procedures are not independent. 0"  
## [1] "admission\_type\_id and number\_outpatient are not independent. 0"  
## [1] "admission\_type\_id and number\_emergency are not independent. 0"  
## [1] "admission\_type\_id and number\_inpatient are not independent. 0"  
## [1] "admission\_type\_id and diag\_1 are not independent. 0"  
## [1] "admission\_type\_id and diag\_2 are not independent. 0"  
## [1] "admission\_type\_id and diag\_3 are not independent. 0"  
## [1] "admission\_type\_id and number\_diagnoses are not independent. 0"  
## [1] "admission\_type\_id and max\_glu\_serum are not independent. 0"  
## [1] "admission\_type\_id and A1Cresult are not independent. 0"  
## [1] "admission\_type\_id and insulin are not independent. 0"  
## [1] "admission\_type\_id and change are not independent. 0.0001168"  
## [1] "admission\_type\_id and diabetesMed are not independent. 0.00002823"  
## [1] "admission\_type\_id and readmitted are not independent. 0"  
## [1] "discharge\_disposition\_id and admission\_source\_id are not independent. 0"  
## [1] "discharge\_disposition\_id and payer\_code are not independent. 0"  
## [1] "discharge\_disposition\_id and medical\_specialty are not independent. 0"  
## [1] "discharge\_disposition\_id and num\_procedures are not independent. 0"  
## [1] "discharge\_disposition\_id and number\_outpatient are not independent. 0"  
## [1] "discharge\_disposition\_id and number\_emergency are not independent. 0"  
## [1] "discharge\_disposition\_id and number\_inpatient are not independent. 0"  
## [1] "discharge\_disposition\_id and diag\_1 are not independent. 0"  
## [1] "discharge\_disposition\_id and diag\_2 are not independent. 0"  
## [1] "discharge\_disposition\_id and diag\_3 are not independent. 0"  
## [1] "discharge\_disposition\_id and number\_diagnoses are not independent. 0"  
## [1] "discharge\_disposition\_id and max\_glu\_serum are not independent. 0"  
## [1] "discharge\_disposition\_id and A1Cresult are not independent. 0"  
## [1] "discharge\_disposition\_id and insulin are not independent. 0"  
## [1] "discharge\_disposition\_id and change are not independent. 0"  
## [1] "discharge\_disposition\_id and diabetesMed are not independent. 0"  
## [1] "discharge\_disposition\_id and readmitted are not independent. 0"  
## [1] "admission\_source\_id and payer\_code are not independent. 0"  
## [1] "admission\_source\_id and medical\_specialty are not independent. 0"  
## [1] "admission\_source\_id and num\_procedures are not independent. 0"  
## [1] "admission\_source\_id and number\_outpatient are not independent. 0"  
## [1] "admission\_source\_id and number\_emergency are not independent. 0"  
## [1] "admission\_source\_id and number\_inpatient are not independent. 0"  
## [1] "admission\_source\_id and diag\_1 are not independent. 0"  
## [1] "admission\_source\_id and diag\_2 are not independent. 0"  
## [1] "admission\_source\_id and diag\_3 are not independent. 0"  
## [1] "admission\_source\_id and number\_diagnoses are not independent. 0"  
## [1] "admission\_source\_id and max\_glu\_serum are not independent. 0"  
## [1] "admission\_source\_id and A1Cresult are not independent. 0"  
## [1] "admission\_source\_id and insulin are not independent. 0"  
## [1] "admission\_source\_id and change are not independent. 0.00000000001768"  
## [1] "admission\_source\_id and diabetesMed are independent. 0.8534"  
## [1] "admission\_source\_id and readmitted are not independent. 0"  
## [1] "payer\_code and medical\_specialty are not independent. 0"  
## [1] "payer\_code and num\_procedures are not independent. 0"  
## [1] "payer\_code and number\_outpatient are not independent. 0"  
## [1] "payer\_code and number\_emergency are not independent. 0"  
## [1] "payer\_code and number\_inpatient are not independent. 0"  
## [1] "payer\_code and diag\_1 are not independent. 0"  
## [1] "payer\_code and diag\_2 are not independent. 0"  
## [1] "payer\_code and diag\_3 are not independent. 0"  
## [1] "payer\_code and number\_diagnoses are not independent. 0"  
## [1] "payer\_code and max\_glu\_serum are not independent. 0"  
## [1] "payer\_code and A1Cresult are not independent. 0"  
## [1] "payer\_code and insulin are not independent. 0"  
## [1] "payer\_code and change are not independent. 0"  
## [1] "payer\_code and diabetesMed are not independent. 0"  
## [1] "payer\_code and readmitted are not independent. 0"  
## [1] "medical\_specialty and num\_procedures are not independent. 0"  
## [1] "medical\_specialty and number\_outpatient are not independent. 0"  
## [1] "medical\_specialty and number\_emergency are not independent. 0"  
## [1] "medical\_specialty and number\_inpatient are not independent. 0"  
## [1] "medical\_specialty and diag\_1 are not independent. 0"  
## [1] "medical\_specialty and diag\_2 are not independent. 0"  
## [1] "medical\_specialty and diag\_3 are not independent. 0"  
## [1] "medical\_specialty and number\_diagnoses are not independent. 0"  
## [1] "medical\_specialty and max\_glu\_serum are not independent. 0"  
## [1] "medical\_specialty and A1Cresult are not independent. 0"  
## [1] "medical\_specialty and insulin are not independent. 0"  
## [1] "medical\_specialty and change are not independent. 0"  
## [1] "medical\_specialty and diabetesMed are not independent. 0.00000000001467"  
## [1] "medical\_specialty and readmitted are not independent. 0"  
## [1] "num\_procedures and number\_outpatient are independent. 0.8701"  
## [1] "num\_procedures and number\_emergency are not independent. 0.000000000001229"  
## [1] "num\_procedures and number\_inpatient are independent. 0.4589"  
## [1] "num\_procedures and diag\_1 are not independent. 0"  
## [1] "num\_procedures and diag\_2 are not independent. 0"  
## [1] "num\_procedures and diag\_3 are not independent. 0"  
## [1] "num\_procedures and number\_diagnoses are not independent. 0"  
## [1] "num\_procedures and max\_glu\_serum are not independent. 0"  
## [1] "num\_procedures and A1Cresult are not independent. 0"  
## [1] "num\_procedures and insulin are independent. 0.1381"  
## [1] "num\_procedures and change are not independent. 0.04982"  
## [1] "num\_procedures and diabetesMed are not independent. 0.000000000225"  
## [1] "num\_procedures and readmitted are not independent. 0"  
## [1] "number\_outpatient and number\_emergency are not independent. 0"  
## [1] "number\_outpatient and number\_inpatient are not independent. 0"  
## [1] "number\_outpatient and diag\_1 are not independent. 0"  
## [1] "number\_outpatient and diag\_2 are not independent. 0.000001026"  
## [1] "number\_outpatient and diag\_3 are not independent. 0.0000002413"  
## [1] "number\_outpatient and number\_diagnoses are not independent. 0"  
## [1] "number\_outpatient and max\_glu\_serum are not independent. 0"  
## [1] "number\_outpatient and A1Cresult are not independent. 0"  
## [1] "number\_outpatient and insulin are not independent. 0"  
## [1] "number\_outpatient and change are not independent. 0.0000000000002063"  
## [1] "number\_outpatient and diabetesMed are not independent. 0.000000000000001776"  
## [1] "number\_outpatient and readmitted are not independent. 0"  
## [1] "number\_emergency and number\_inpatient are not independent. 0"  
## [1] "number\_emergency and diag\_1 are not independent. 0"  
## [1] "number\_emergency and diag\_2 are not independent. 0.00000000000001066"  
## [1] "number\_emergency and diag\_3 are not independent. 0.000000000001447"  
## [1] "number\_emergency and number\_diagnoses are not independent. 0"  
## [1] "number\_emergency and max\_glu\_serum are not independent. 0"  
## [1] "number\_emergency and A1Cresult are not independent. 0.00004262"  
## [1] "number\_emergency and insulin are not independent. 0"  
## [1] "number\_emergency and change are not independent. 0"  
## [1] "number\_emergency and diabetesMed are not independent. 0"  
## [1] "number\_emergency and readmitted are not independent. 0"  
## [1] "number\_inpatient and diag\_1 are not independent. 0"  
## [1] "number\_inpatient and diag\_2 are not independent. 0"  
## [1] "number\_inpatient and diag\_3 are not independent. 0.00000000000019"  
## [1] "number\_inpatient and number\_diagnoses are not independent. 0"  
## [1] "number\_inpatient and max\_glu\_serum are independent. 0.317"  
## [1] "number\_inpatient and A1Cresult are not independent. 0"  
## [1] "number\_inpatient and insulin are not independent. 0"  
## [1] "number\_inpatient and change are independent. 0.1696"  
## [1] "number\_inpatient and diabetesMed are not independent. 0.00000000003077"  
## [1] "number\_inpatient and readmitted are not independent. 0"  
## [1] "diag\_1 and diag\_2 are not independent. 0"  
## [1] "diag\_1 and diag\_3 are not independent. 0"  
## [1] "diag\_1 and number\_diagnoses are not independent. 0"  
## [1] "diag\_1 and max\_glu\_serum are not independent. 0"  
## [1] "diag\_1 and A1Cresult are not independent. 0"  
## [1] "diag\_1 and insulin are not independent. 0"  
## [1] "diag\_1 and change are not independent. 0"  
## [1] "diag\_1 and diabetesMed are not independent. 0"  
## [1] "diag\_1 and readmitted are not independent. 0"  
## [1] "diag\_2 and diag\_3 are not independent. 0"  
## [1] "diag\_2 and number\_diagnoses are not independent. 0"  
## [1] "diag\_2 and max\_glu\_serum are not independent. 0"  
## [1] "diag\_2 and A1Cresult are not independent. 0"  
## [1] "diag\_2 and insulin are not independent. 0"  
## [1] "diag\_2 and change are not independent. 0"  
## [1] "diag\_2 and diabetesMed are not independent. 0"  
## [1] "diag\_2 and readmitted are not independent. 0"  
## [1] "diag\_3 and number\_diagnoses are not independent. 0"  
## [1] "diag\_3 and max\_glu\_serum are not independent. 0.000000000003274"  
## [1] "diag\_3 and A1Cresult are not independent. 0"  
## [1] "diag\_3 and insulin are not independent. 0"  
## [1] "diag\_3 and change are not independent. 0"  
## [1] "diag\_3 and diabetesMed are not independent. 0.0000000000001038"  
## [1] "diag\_3 and readmitted are not independent. 0"  
## [1] "number\_diagnoses and max\_glu\_serum are not independent. 0"  
## [1] "number\_diagnoses and A1Cresult are not independent. 0"  
## [1] "number\_diagnoses and insulin are not independent. 0"  
## [1] "number\_diagnoses and change are not independent. 0"  
## [1] "number\_diagnoses and diabetesMed are not independent. 0.000000000005147"  
## [1] "number\_diagnoses and readmitted are not independent. 0"  
## [1] "max\_glu\_serum and A1Cresult are not independent. 0"  
## [1] "max\_glu\_serum and insulin are not independent. 0"  
## [1] "max\_glu\_serum and change are not independent. 0"  
## [1] "max\_glu\_serum and diabetesMed are not independent. 0"  
## [1] "max\_glu\_serum and readmitted are not independent. 0.0000007331"  
## [1] "A1Cresult and insulin are not independent. 0"  
## [1] "A1Cresult and change are not independent. 0"  
## [1] "A1Cresult and diabetesMed are not independent. 0"  
## [1] "A1Cresult and readmitted are not independent. 0.000000006354"  
## [1] "insulin and change are not independent. 0"  
## [1] "insulin and diabetesMed are not independent. 0"  
## [1] "insulin and readmitted are not independent. 0"  
## [1] "change and diabetesMed are not independent. 0"  
## [1] "change and readmitted are not independent. 0"  
## [1] "diabetesMed and readmitted are not independent. 0"

# ANOVA to check independence of categorical and numerical attributes  
for (i in (1 : num\_num\_vars)) {  
 for (j in (1 : num\_cat\_vars)) {  
 aov\_result <- aov(num\_vars[[i]] ~ cat\_vars[[j]])  
 aov\_sum <- unlist(summary(aov\_result))  
 if (aov\_sum["Pr(>F)1"] <= 0.05) {  
 print (paste(names(num\_vars[i]), " and ", names(cat\_vars[j]), " are not independent. ", aov\_sum["Pr(>F)1"]))  
 } else {  
 print (paste(names(num\_vars[i]), " and ", names(cat\_vars[j]), " are independent. ", aov\_sum["Pr(>F)1"]))  
 }  
 }  
}

## [1] "age and race are not independent. 0"  
## [1] "age and gender are not independent. 0.00000000000000000000000000000000000000000000741796731809181"  
## [1] "age and admission\_type\_id are not independent. 0.000000000000442845271342735"  
## [1] "age and discharge\_disposition\_id are not independent. 0"  
## [1] "age and admission\_source\_id are not independent. 0.000000000000000000000000000000147064515223353"  
## [1] "age and payer\_code are not independent. 0"  
## [1] "age and medical\_specialty are not independent. 2.93919795718214e-172"  
## [1] "age and num\_procedures are not independent. 0.0000549060425928571"  
## [1] "age and number\_outpatient are not independent. 0.00000000000000241041429087982"  
## [1] "age and number\_emergency are not independent. 0.0000000000000000136214120555395"  
## [1] "age and number\_inpatient are not independent. 0.0000000000000000000420544538539246"  
## [1] "age and diag\_1 are not independent. 0"  
## [1] "age and diag\_2 are not independent. 0"  
## [1] "age and diag\_3 are not independent. 0"  
## [1] "age and number\_diagnoses are not independent. 0"  
## [1] "age and max\_glu\_serum are not independent. 0.0000000000000000000000000000000000000000396861852625204"  
## [1] "age and A1Cresult are not independent. 0"  
## [1] "age and insulin are not independent. 4.67507537709423e-173"  
## [1] "age and change are not independent. 0.000000000000000000117209125716034"  
## [1] "age and diabetesMed are not independent. 0.0000000211795605980208"  
## [1] "age and readmitted are not independent. 0.000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000318989384154782"  
## [1] "time\_in\_hospital and race are independent. 0.589188422143392"  
## [1] "time\_in\_hospital and gender are not independent. 0.0000000000292598052662173"  
## [1] "time\_in\_hospital and admission\_type\_id are not independent. 0.0000000000000000000000108710580113847"  
## [1] "time\_in\_hospital and discharge\_disposition\_id are not independent. 0"  
## [1] "time\_in\_hospital and admission\_source\_id are not independent. 0.000000000000000000000000000000000000000000000000000000641601709688819"  
## [1] "time\_in\_hospital and payer\_code are not independent. 8.29060111900671e-113"  
## [1] "time\_in\_hospital and medical\_specialty are not independent. 0.00000000000000000000000000000000000000000000000000000000000000000000000000000000259489955018829"  
## [1] "time\_in\_hospital and num\_procedures are not independent. 0"  
## [1] "time\_in\_hospital and number\_outpatient are not independent. 0.0000000000215240996064405"  
## [1] "time\_in\_hospital and number\_emergency are independent. 0.139308126705471"  
## [1] "time\_in\_hospital and number\_inpatient are not independent. 0.00000000000000000000000000000000000000000000000000000000000000000000000000000173941380428506"  
## [1] "time\_in\_hospital and diag\_1 are not independent. 2.32611737036527e-130"  
## [1] "time\_in\_hospital and diag\_2 are not independent. 1.24458950266259e-242"  
## [1] "time\_in\_hospital and diag\_3 are not independent. 1.7599179329145e-266"  
## [1] "time\_in\_hospital and number\_diagnoses are not independent. 0"  
## [1] "time\_in\_hospital and max\_glu\_serum are not independent. 0.00000000000000000000000018623421606505"  
## [1] "time\_in\_hospital and A1Cresult are not independent. 0.0000000000000000000000000000000000000000000000000000000000000000000000000000000000000926513914319535"  
## [1] "time\_in\_hospital and insulin are not independent. 3.91948972178203e-295"  
## [1] "time\_in\_hospital and change are not independent. 2.97866721276935e-193"  
## [1] "time\_in\_hospital and diabetesMed are not independent. 0.0000000000000000000000000000000000000000000000000000000000000000000000000710111650826825"  
## [1] "time\_in\_hospital and readmitted are not independent. 0.000000000000000000000000000000000000000000000000000000000000000000000000000000000512672007735593"  
## [1] "num\_lab\_procedures and race are not independent. 0.0000000215783226191629"  
## [1] "num\_lab\_procedures and gender are independent. 0.208033951439136"  
## [1] "num\_lab\_procedures and admission\_type\_id are not independent. 0"  
## [1] "num\_lab\_procedures and discharge\_disposition\_id are not independent. 0.00000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000354753738247493"  
## [1] "num\_lab\_procedures and admission\_source\_id are not independent. 0"  
## [1] "num\_lab\_procedures and payer\_code are not independent. 0.000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000114424730936202"  
## [1] "num\_lab\_procedures and medical\_specialty are not independent. 0"  
## [1] "num\_lab\_procedures and num\_procedures are not independent. 0.00000313817519016568"  
## [1] "num\_lab\_procedures and number\_outpatient are not independent. 0.00000000000000157718112687631"  
## [1] "num\_lab\_procedures and number\_emergency are not independent. 0.00000408916076332311"  
## [1] "num\_lab\_procedures and number\_inpatient are not independent. 0.0000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000544246906322565"  
## [1] "num\_lab\_procedures and diag\_1 are not independent. 0"  
## [1] "num\_lab\_procedures and diag\_2 are not independent. 2.51185972885371e-142"  
## [1] "num\_lab\_procedures and diag\_3 are not independent. 7.676637435032e-138"  
## [1] "num\_lab\_procedures and number\_diagnoses are not independent. 0"  
## [1] "num\_lab\_procedures and max\_glu\_serum are not independent. 3.44350593969052e-289"  
## [1] "num\_lab\_procedures and A1Cresult are not independent. 0"  
## [1] "num\_lab\_procedures and insulin are not independent. 1.54480292829679e-241"  
## [1] "num\_lab\_procedures and change are not independent. 0.0000000000000000000000000000000000000000000000000000000000000000000000000000000000000000000356704982625781"  
## [1] "num\_lab\_procedures and diabetesMed are not independent. 0.00000000000000000000000000000000475488565772446"  
## [1] "num\_lab\_procedures and readmitted are not independent. 0.000000000000000000000000000000000000000000000000701503978176949"  
## [1] "num\_medications and race are not independent. 0.000000000000000000000000000000000000000000000000000000000788469894152961"  
## [1] "num\_medications and gender are not independent. 0.000580638036770454"  
## [1] "num\_medications and admission\_type\_id are not independent. 0"  
## [1] "num\_medications and discharge\_disposition\_id are not independent. 0"  
## [1] "num\_medications and admission\_source\_id are not independent. 9.36025627305454e-269"  
## [1] "num\_medications and payer\_code are not independent. 0.0000000000000000000000000000000000000000000000531768799127784"  
## [1] "num\_medications and medical\_specialty are not independent. 1.47869436611537e-294"  
## [1] "num\_medications and num\_procedures are not independent. 0"  
## [1] "num\_medications and number\_outpatient are not independent. 0.000000000000000000000578887236158152"  
## [1] "num\_medications and number\_emergency are not independent. 0.00319232095384498"  
## [1] "num\_medications and number\_inpatient are not independent. 0.000000000000000000000000000000916927815301032"  
## [1] "num\_medications and diag\_1 are not independent. 0"  
## [1] "num\_medications and diag\_2 are not independent. 0"  
## [1] "num\_medications and diag\_3 are not independent. 1.60416230107751e-307"  
## [1] "num\_medications and number\_diagnoses are not independent. 0"  
## [1] "num\_medications and max\_glu\_serum are not independent. 0.0000000000000000000000000242387140626336"  
## [1] "num\_medications and A1Cresult are not independent. 0.000000000369376585823622"  
## [1] "num\_medications and insulin are not independent. 0"  
## [1] "num\_medications and change are not independent. 0"  
## [1] "num\_medications and diabetesMed are not independent. 0"  
## [1] "num\_medications and readmitted are not independent. 0.0000000000000000000000000000000767466460995823"

# Normalize the numerical attributes to assist support vector machine algorithm (since it uses a distance measure)  
n <- !(sapply(readmission\_data,class) == "factor") # numeric attributes  
min\_values <- sapply(readmission\_data[, n], min) # store minimum values for future "unscaling"  
max\_values <- sapply(readmission\_data[, n], max) # store maxmimum values for future "unscaling"  
readmission\_data[, n] <- sapply(readmission\_data[, n], function(x) {(x - min(x)) / (max(x) - min(x))})

# Create a categorical only dataset. Discretize continuous variables using interval = square root of the range and convert to factors. This is required to convert dataset to transactions for apriori arules algorithm  
num\_vars\_disc <- num\_vars  
discretize <- function (df\_column) {  
  
 interval <- round (sqrt (max(df\_column) - min(df\_column)))  
 df\_column <- cut\_interval(df\_column, n = interval)  
   
 return (df\_column)  
}  
  
for (i in 1:ncol(num\_vars)) {  
 num\_vars\_disc[,i] <- as.factor(discretize (num\_vars[,i]))  
}  
  
# create dataframe with only categorical data for entire readmission dataset  
readmission\_all\_cat <- cbind(num\_vars\_disc, cat\_vars)

# use association rules (apriori algorithm) to induce knowledge about relationships between independent variables and class variable  
  
#convert dataframe to transactions  
readmission\_trans <- as(readmission\_all\_cat, "transactions")  
summary(readmission\_trans)

## transactions as itemMatrix in sparse format with  
## 69987 rows (elements/itemsets/transactions) and  
## 116 columns (items) and a density of 0.2   
##   
## most frequent items:  
## max\_glu\_serum=None number\_emergency=None number\_inpatient=None   
## 66638 64886 61792   
## number\_outpatient=None A1Cresult=None (Other)   
## 60865 57141 1438353   
##   
## element (itemset/transaction) length distribution:  
## sizes  
## 25   
## 69987   
##   
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 25 25 25 25 25 25   
##   
## includes extended item information - examples:  
## labels variables levels  
## 1 age=[5,15] age [5,15]  
## 2 age=(15,25] age (15,25]  
## 3 age=(25,35] age (25,35]  
##   
## includes extended transaction information - examples:  
## transactionID  
## 1 4268  
## 2 5828  
## 3 67609

itemLabels(readmission\_trans)

## [1] "age=[5,15]"   
## [2] "age=(15,25]"   
## [3] "age=(25,35]"   
## [4] "age=(35,45]"   
## [5] "age=(45,55]"   
## [6] "age=(55,65]"   
## [7] "age=(65,75]"   
## [8] "age=(75,85]"   
## [9] "age=(85,95]"   
## [10] "time\_in\_hospital=[1,4.25]"   
## [11] "time\_in\_hospital=(4.25,7.5]"   
## [12] "time\_in\_hospital=(7.5,10.8]"   
## [13] "time\_in\_hospital=(10.8,14]"   
## [14] "num\_lab\_procedures=[1,12.9]"   
## [15] "num\_lab\_procedures=(12.9,24.8]"   
## [16] "num\_lab\_procedures=(24.8,36.7]"   
## [17] "num\_lab\_procedures=(36.7,48.6]"   
## [18] "num\_lab\_procedures=(48.6,60.5]"   
## [19] "num\_lab\_procedures=(60.5,72.5]"   
## [20] "num\_lab\_procedures=(72.5,84.4]"   
## [21] "num\_lab\_procedures=(84.4,96.3]"   
## [22] "num\_lab\_procedures=(96.3,108]"   
## [23] "num\_lab\_procedures=(108,120]"   
## [24] "num\_lab\_procedures=(120,132]"   
## [25] "num\_medications=[1,9.89]"   
## [26] "num\_medications=(9.89,18.8]"   
## [27] "num\_medications=(18.8,27.7]"   
## [28] "num\_medications=(27.7,36.6]"   
## [29] "num\_medications=(36.6,45.4]"   
## [30] "num\_medications=(45.4,54.3]"   
## [31] "num\_medications=(54.3,63.2]"   
## [32] "num\_medications=(63.2,72.1]"   
## [33] "num\_medications=(72.1,81]"   
## [34] "race=NotCaucasian"   
## [35] "race=Caucasian"   
## [36] "gender=Female"   
## [37] "gender=Male"   
## [38] "admission\_type\_id=Emergency"   
## [39] "admission\_type\_id=Urgent"   
## [40] "admission\_type\_id=Elective"   
## [41] "admission\_type\_id=Uncommon"   
## [42] "discharge\_disposition\_id=Home"   
## [43] "discharge\_disposition\_id=Short term hospital"  
## [44] "discharge\_disposition\_id=SNF"   
## [45] "discharge\_disposition\_id=Uncommon"   
## [46] "discharge\_disposition\_id=Home health service"  
## [47] "discharge\_disposition\_id=Unknown"   
## [48] "discharge\_disposition\_id=Rehab"   
## [49] "admission\_source\_id=Physician Referral"   
## [50] "admission\_source\_id=Uncommon"   
## [51] "admission\_source\_id=ER"   
## [52] "payer\_code=Unknown"   
## [53] "payer\_code=Uncommon"   
## [54] "payer\_code=MC"   
## [55] "medical\_specialty=Unknown"   
## [56] "medical\_specialty=Uncommon"   
## [57] "medical\_specialty=Cardiology"   
## [58] "medical\_specialty=Emergency/Trauma"   
## [59] "medical\_specialty=Family/GeneralPractice"   
## [60] "medical\_specialty=InternalMedicine"   
## [61] "num\_procedures=None"   
## [62] "num\_procedures=At least one"   
## [63] "number\_outpatient=None"   
## [64] "number\_outpatient=At least one"   
## [65] "number\_emergency=None"   
## [66] "number\_emergency=At least one"   
## [67] "number\_inpatient=None"   
## [68] "number\_inpatient=At least one"   
## [69] "diag\_1=Circulatory"   
## [70] "diag\_1=Diabetes"   
## [71] "diag\_1=Digestive"   
## [72] "diag\_1=Genitourinary"   
## [73] "diag\_1=Injury"   
## [74] "diag\_1=Musculoskeletal"   
## [75] "diag\_1=Neoplasm"   
## [76] "diag\_1=Other"   
## [77] "diag\_1=Respiratory"   
## [78] "diag\_2=Circulatory"   
## [79] "diag\_2=Diabetes"   
## [80] "diag\_2=Digestive"   
## [81] "diag\_2=Genitourinary"   
## [82] "diag\_2=Injury"   
## [83] "diag\_2=Musculoskeletal"   
## [84] "diag\_2=Neoplasm"   
## [85] "diag\_2=Other"   
## [86] "diag\_2=Respiratory"   
## [87] "diag\_3=Circulatory"   
## [88] "diag\_3=Diabetes"   
## [89] "diag\_3=Digestive"   
## [90] "diag\_3=Genitourinary"   
## [91] "diag\_3=Injury"   
## [92] "diag\_3=Musculoskeletal"   
## [93] "diag\_3=Neoplasm"   
## [94] "diag\_3=Other"   
## [95] "diag\_3=Respiratory"   
## [96] "number\_diagnoses=Low"   
## [97] "number\_diagnoses=High"   
## [98] "max\_glu\_serum=>200"   
## [99] "max\_glu\_serum=>300"   
## [100] "max\_glu\_serum=None"   
## [101] "max\_glu\_serum=Norm"   
## [102] "A1Cresult=>7"   
## [103] "A1Cresult=>8"   
## [104] "A1Cresult=None"   
## [105] "A1Cresult=Norm"   
## [106] "insulin=Down"   
## [107] "insulin=No"   
## [108] "insulin=Steady"   
## [109] "insulin=Up"   
## [110] "change=Ch"   
## [111] "change=No"   
## [112] "diabetesMed=No"   
## [113] "diabetesMed=Yes"   
## [114] "readmitted=<30"   
## [115] "readmitted=>30"   
## [116] "readmitted=NO"

# use lower support and confidence for readmitted<=30 because very few rules generated  
rules\_under30 <- apriori(readmission\_trans, parameter = list(supp = 0.001, conf = 0.5, target = "rules"), appearance = list(rhs = "readmitted=<30"))

## Apriori  
##   
## Parameter specification:  
## confidence minval smax arem aval originalSupport maxtime support minlen  
## 0.5 0.1 1 none FALSE TRUE 5 0.001 1  
## maxlen target ext  
## 10 rules FALSE  
##   
## Algorithmic control:  
## filter tree heap memopt load sort verbose  
## 0.1 TRUE TRUE FALSE TRUE 2 TRUE  
##   
## Absolute minimum support count: 69   
##   
## set item appearances ...[1 item(s)] done [0.00s].  
## set transactions ...[116 item(s), 69987 transaction(s)] done [0.08s].  
## sorting and recoding items ... [112 item(s)] done [0.03s].  
## creating transaction tree ... done [0.04s].  
## checking subsets of size 1 2 3 4 5

## Warning in apriori(readmission\_trans, parameter = list(supp = 0.001, conf =  
## 0.5, : Mining stopped (time limit reached). Only patterns up to a length of  
## 5 returned!

## done [28.20s].  
## writing ... [2 rule(s)] done [0.23s].  
## creating S4 object ... done [0.09s].

# use slightly higher support for readmitted>=30 to generate a reasonable number of rules  
rules\_over30 <- apriori(readmission\_trans, parameter = list(supp = 0.015, conf = 0.5, target = "rules"), appearance = list(rhs = "readmitted=>30"))

## Apriori  
##   
## Parameter specification:  
## confidence minval smax arem aval originalSupport maxtime support minlen  
## 0.5 0.1 1 none FALSE TRUE 5 0.01 1  
## maxlen target ext  
## 10 rules FALSE  
##   
## Algorithmic control:  
## filter tree heap memopt load sort verbose  
## 0.1 TRUE TRUE FALSE TRUE 2 TRUE  
##   
## Absolute minimum support count: 1049   
##   
## set item appearances ...[1 item(s)] done [0.00s].  
## set transactions ...[116 item(s), 69987 transaction(s)] done [0.08s].  
## sorting and recoding items ... [105 item(s)] done [0.03s].  
## creating transaction tree ... done [0.05s].  
## checking subsets of size 1 2 3 4 5

## Warning in apriori(readmission\_trans, parameter = list(supp = 0.015, conf =  
## 0.5, : Mining stopped (time limit reached). Only patterns up to a length of  
## 5 returned!

## done [17.36s].  
## writing ... [14 rule(s)] done [0.02s].  
## creating S4 object ... done [0.02s].

# use higher confidence for readmitted=NO to generate a reasonable number of rules  
rules\_NOT <- apriori(readmission\_trans, parameter = list(supp = 0.002, conf = 0.89, target = "rules"), appearance = list(rhs = "readmitted=NO"))

## Apriori  
##   
## Parameter specification:  
## confidence minval smax arem aval originalSupport maxtime support minlen  
## 0.9 0.1 1 none FALSE TRUE 5 0.002 1  
## maxlen target ext  
## 10 rules FALSE  
##   
## Algorithmic control:  
## filter tree heap memopt load sort verbose  
## 0.1 TRUE TRUE FALSE TRUE 2 TRUE  
##   
## Absolute minimum support count: 139   
##   
## set item appearances ...[1 item(s)] done [0.00s].  
## set transactions ...[116 item(s), 69987 transaction(s)] done [0.08s].  
## sorting and recoding items ... [111 item(s)] done [0.03s].  
## creating transaction tree ... done [0.05s].  
## checking subsets of size 1 2 3 4 5

## Warning in apriori(readmission\_trans, parameter = list(supp = 0.002, conf  
## = 0.89, : Mining stopped (time limit reached). Only patterns up to a length  
## of 5 returned!

## done [36.49s].  
## writing ... [6 rule(s)] done [0.16s].  
## creating S4 object ... done [0.06s].

inspect(head(rules\_under30, by = "lift")) # view rules for patients readmitted in under 30 days

## lhs rhs support confidence lift count  
## [1] {discharge\_disposition\_id=Rehab,   
## admission\_source\_id=ER,   
## medical\_specialty=Unknown,   
## number\_diagnoses=Low} => {readmitted=<30} 0.001 0.5 6 82  
## [2] {admission\_type\_id=Emergency,   
## discharge\_disposition\_id=Rehab,   
## medical\_specialty=Unknown,   
## number\_diagnoses=Low} => {readmitted=<30} 0.001 0.5 6 83

inspect(head(rules\_over30, by = "lift")) # view rules for patients readmitted in over 30 days

## lhs rhs support confidence lift count  
## [1] {discharge\_disposition\_id=Home,   
## payer\_code=Unknown,   
## number\_inpatient=At least one,   
## diabetesMed=Yes} => {readmitted=>30} 0.02 0.5 2 1157  
## [2] {race=Caucasian,   
## discharge\_disposition\_id=Home,   
## payer\_code=Unknown,   
## number\_inpatient=At least one} => {readmitted=>30} 0.02 0.5 2 1111  
## [3] {discharge\_disposition\_id=Home,   
## payer\_code=Unknown,   
## number\_inpatient=At least one} => {readmitted=>30} 0.02 0.5 2 1458  
## [4] {discharge\_disposition\_id=Home,   
## num\_procedures=None,   
## number\_inpatient=At least one} => {readmitted=>30} 0.02 0.5 2 1089  
## [5] {discharge\_disposition\_id=Home,   
## payer\_code=Unknown,   
## number\_inpatient=At least one,   
## max\_glu\_serum=None} => {readmitted=>30} 0.02 0.5 2 1326  
## [6] {discharge\_disposition\_id=Home,   
## payer\_code=Unknown,   
## number\_outpatient=None,   
## number\_inpatient=At least one} => {readmitted=>30} 0.02 0.5 2 1151

inspect(head(rules\_NOT, by = "lift")) # view rules for patients not readmitted

## lhs rhs support confidence lift count  
## [1] {age=(25,35],   
## admission\_type\_id=Elective,   
## diag\_1=Other,   
## change=No} => {readmitted=NO} 0.002 0.9 2 160  
## [2] {age=(25,35],   
## admission\_type\_id=Elective,   
## admission\_source\_id=Physician Referral,   
## diabetesMed=No} => {readmitted=NO} 0.002 0.9 2 165  
## [3] {time\_in\_hospital=[1,4.25],   
## admission\_type\_id=Uncommon,   
## payer\_code=Uncommon,   
## diabetesMed=No} => {readmitted=NO} 0.002 0.9 2 147  
## [4] {age=(25,35],   
## gender=Female,   
## admission\_type\_id=Elective,   
## diabetesMed=No} => {readmitted=NO} 0.002 0.9 2 145  
## [5] {admission\_type\_id=Uncommon,   
## payer\_code=Uncommon,   
## number\_emergency=None,   
## diabetesMed=No} => {readmitted=NO} 0.002 0.9 2 151  
## [6] {age=(25,35],   
## admission\_type\_id=Elective,   
## diag\_1=Other,   
## diag\_2=Other} => {readmitted=NO} 0.002 0.9 2 141

# combine readmitted<=30 and readmitted>=30 to create a binary class categorical dataset  
readmission\_binary\_cat <- readmission\_all\_cat  
readmission\_binary\_cat$readmitted <- factor(ifelse(readmission\_binary\_cat$readmitted == "NO","NO","YES"))

# Using the binary class dataset, determine association rules for simply readmitted or not  
readmission\_trans\_binary <- as(readmission\_binary\_cat, "transactions")  
summary(readmission\_trans\_binary)

## transactions as itemMatrix in sparse format with  
## 69987 rows (elements/itemsets/transactions) and  
## 115 columns (items) and a density of 0.2   
##   
## most frequent items:  
## max\_glu\_serum=None number\_emergency=None number\_inpatient=None   
## 66638 64886 61792   
## number\_outpatient=None A1Cresult=None (Other)   
## 60865 57141 1438353   
##   
## element (itemset/transaction) length distribution:  
## sizes  
## 25   
## 69987   
##   
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 25 25 25 25 25 25   
##   
## includes extended item information - examples:  
## labels variables levels  
## 1 age=[5,15] age [5,15]  
## 2 age=(15,25] age (15,25]  
## 3 age=(25,35] age (25,35]  
##   
## includes extended transaction information - examples:  
## transactionID  
## 1 4268  
## 2 5828  
## 3 67609

itemLabels(readmission\_trans\_binary)

## [1] "age=[5,15]"   
## [2] "age=(15,25]"   
## [3] "age=(25,35]"   
## [4] "age=(35,45]"   
## [5] "age=(45,55]"   
## [6] "age=(55,65]"   
## [7] "age=(65,75]"   
## [8] "age=(75,85]"   
## [9] "age=(85,95]"   
## [10] "time\_in\_hospital=[1,4.25]"   
## [11] "time\_in\_hospital=(4.25,7.5]"   
## [12] "time\_in\_hospital=(7.5,10.8]"   
## [13] "time\_in\_hospital=(10.8,14]"   
## [14] "num\_lab\_procedures=[1,12.9]"   
## [15] "num\_lab\_procedures=(12.9,24.8]"   
## [16] "num\_lab\_procedures=(24.8,36.7]"   
## [17] "num\_lab\_procedures=(36.7,48.6]"   
## [18] "num\_lab\_procedures=(48.6,60.5]"   
## [19] "num\_lab\_procedures=(60.5,72.5]"   
## [20] "num\_lab\_procedures=(72.5,84.4]"   
## [21] "num\_lab\_procedures=(84.4,96.3]"   
## [22] "num\_lab\_procedures=(96.3,108]"   
## [23] "num\_lab\_procedures=(108,120]"   
## [24] "num\_lab\_procedures=(120,132]"   
## [25] "num\_medications=[1,9.89]"   
## [26] "num\_medications=(9.89,18.8]"   
## [27] "num\_medications=(18.8,27.7]"   
## [28] "num\_medications=(27.7,36.6]"   
## [29] "num\_medications=(36.6,45.4]"   
## [30] "num\_medications=(45.4,54.3]"   
## [31] "num\_medications=(54.3,63.2]"   
## [32] "num\_medications=(63.2,72.1]"   
## [33] "num\_medications=(72.1,81]"   
## [34] "race=NotCaucasian"   
## [35] "race=Caucasian"   
## [36] "gender=Female"   
## [37] "gender=Male"   
## [38] "admission\_type\_id=Emergency"   
## [39] "admission\_type\_id=Urgent"   
## [40] "admission\_type\_id=Elective"   
## [41] "admission\_type\_id=Uncommon"   
## [42] "discharge\_disposition\_id=Home"   
## [43] "discharge\_disposition\_id=Short term hospital"  
## [44] "discharge\_disposition\_id=SNF"   
## [45] "discharge\_disposition\_id=Uncommon"   
## [46] "discharge\_disposition\_id=Home health service"  
## [47] "discharge\_disposition\_id=Unknown"   
## [48] "discharge\_disposition\_id=Rehab"   
## [49] "admission\_source\_id=Physician Referral"   
## [50] "admission\_source\_id=Uncommon"   
## [51] "admission\_source\_id=ER"   
## [52] "payer\_code=Unknown"   
## [53] "payer\_code=Uncommon"   
## [54] "payer\_code=MC"   
## [55] "medical\_specialty=Unknown"   
## [56] "medical\_specialty=Uncommon"   
## [57] "medical\_specialty=Cardiology"   
## [58] "medical\_specialty=Emergency/Trauma"   
## [59] "medical\_specialty=Family/GeneralPractice"   
## [60] "medical\_specialty=InternalMedicine"   
## [61] "num\_procedures=None"   
## [62] "num\_procedures=At least one"   
## [63] "number\_outpatient=None"   
## [64] "number\_outpatient=At least one"   
## [65] "number\_emergency=None"   
## [66] "number\_emergency=At least one"   
## [67] "number\_inpatient=None"   
## [68] "number\_inpatient=At least one"   
## [69] "diag\_1=Circulatory"   
## [70] "diag\_1=Diabetes"   
## [71] "diag\_1=Digestive"   
## [72] "diag\_1=Genitourinary"   
## [73] "diag\_1=Injury"   
## [74] "diag\_1=Musculoskeletal"   
## [75] "diag\_1=Neoplasm"   
## [76] "diag\_1=Other"   
## [77] "diag\_1=Respiratory"   
## [78] "diag\_2=Circulatory"   
## [79] "diag\_2=Diabetes"   
## [80] "diag\_2=Digestive"   
## [81] "diag\_2=Genitourinary"   
## [82] "diag\_2=Injury"   
## [83] "diag\_2=Musculoskeletal"   
## [84] "diag\_2=Neoplasm"   
## [85] "diag\_2=Other"   
## [86] "diag\_2=Respiratory"   
## [87] "diag\_3=Circulatory"   
## [88] "diag\_3=Diabetes"   
## [89] "diag\_3=Digestive"   
## [90] "diag\_3=Genitourinary"   
## [91] "diag\_3=Injury"   
## [92] "diag\_3=Musculoskeletal"   
## [93] "diag\_3=Neoplasm"   
## [94] "diag\_3=Other"   
## [95] "diag\_3=Respiratory"   
## [96] "number\_diagnoses=Low"   
## [97] "number\_diagnoses=High"   
## [98] "max\_glu\_serum=>200"   
## [99] "max\_glu\_serum=>300"   
## [100] "max\_glu\_serum=None"   
## [101] "max\_glu\_serum=Norm"   
## [102] "A1Cresult=>7"   
## [103] "A1Cresult=>8"   
## [104] "A1Cresult=None"   
## [105] "A1Cresult=Norm"   
## [106] "insulin=Down"   
## [107] "insulin=No"   
## [108] "insulin=Steady"   
## [109] "insulin=Up"   
## [110] "change=Ch"   
## [111] "change=No"   
## [112] "diabetesMed=No"   
## [113] "diabetesMed=Yes"   
## [114] "readmitted=NO"   
## [115] "readmitted=YES"

# generate rules for "readmitted=YES"  
rules\_\_binary\_YES <- apriori(readmission\_trans\_binary, parameter = list(supp = 0.04, conf = 0.6, target = "rules"), appearance = list(rhs = "readmitted=YES"))

## Apriori  
##   
## Parameter specification:  
## confidence minval smax arem aval originalSupport maxtime support minlen  
## 0.6 0.1 1 none FALSE TRUE 5 0.04 1  
## maxlen target ext  
## 10 rules FALSE  
##   
## Algorithmic control:  
## filter tree heap memopt load sort verbose  
## 0.1 TRUE TRUE FALSE TRUE 2 TRUE  
##   
## Absolute minimum support count: 2799   
##   
## set item appearances ...[1 item(s)] done [0.00s].  
## set transactions ...[115 item(s), 69987 transaction(s)] done [0.09s].  
## sorting and recoding items ... [88 item(s)] done [0.03s].  
## creating transaction tree ... done [0.05s].  
## checking subsets of size 1 2 3 4 5

## Warning in apriori(readmission\_trans\_binary, parameter = list(supp =  
## 0.04, : Mining stopped (time limit reached). Only patterns up to a length  
## of 5 returned!

## done [10.47s].  
## writing ... [13 rule(s)] done [0.00s].  
## creating S4 object ... done [0.02s].

# use higher confidence for readmitted=NO to generate a reasonable number of rules  
rules\_binary\_NO <- apriori(readmission\_trans\_binary, parameter = list(supp = 0.004, conf = 0.85, target = "rules"), appearance = list(rhs = "readmitted=NO"))

## Apriori  
##   
## Parameter specification:  
## confidence minval smax arem aval originalSupport maxtime support minlen  
## 0.8 0.1 1 none FALSE TRUE 5 0.004 1  
## maxlen target ext  
## 10 rules FALSE  
##   
## Algorithmic control:  
## filter tree heap memopt load sort verbose  
## 0.1 TRUE TRUE FALSE TRUE 2 TRUE  
##   
## Absolute minimum support count: 279   
##   
## set item appearances ...[1 item(s)] done [0.00s].  
## set transactions ...[115 item(s), 69987 transaction(s)] done [0.09s].  
## sorting and recoding items ... [109 item(s)] done [0.04s].  
## creating transaction tree ... done [0.11s].  
## checking subsets of size 1 2 3 4 5

## Warning in apriori(readmission\_trans\_binary, parameter = list(supp =  
## 0.004, : Mining stopped (time limit reached). Only patterns up to a length  
## of 5 returned!

## done [32.19s].  
## writing ... [9 rule(s)] done [0.08s].  
## creating S4 object ... done [0.05s].

inspect(head(rules\_\_binary\_YES, by = "lift")) # view rules for patients readmitted in under 30 days

## lhs rhs support confidence lift count  
## [1] {payer\_code=Unknown,   
## number\_inpatient=At least one} => {readmitted=YES} 0.04 0.6 2 2965  
## [2] {admission\_source\_id=ER,   
## number\_inpatient=At least one} => {readmitted=YES} 0.04 0.6 2 2828  
## [3] {discharge\_disposition\_id=Home,   
## number\_inpatient=At least one} => {readmitted=YES} 0.04 0.6 2 2943  
## [4] {race=Caucasian,   
## number\_inpatient=At least one,   
## diabetesMed=Yes} => {readmitted=YES} 0.04 0.6 2 3138  
## [5] {race=Caucasian,   
## number\_inpatient=At least one} => {readmitted=YES} 0.06 0.6 1 3903  
## [6] {race=Caucasian,   
## number\_inpatient=At least one,   
## max\_glu\_serum=None,   
## diabetesMed=Yes} => {readmitted=YES} 0.04 0.6 1 3001

inspect(head(rules\_binary\_NO, by = "lift")) # view rules for patients readmitted in over 30 days

## lhs rhs support confidence lift count  
## [1] {age=(25,35],   
## admission\_source\_id=Physician Referral,   
## num\_procedures=At least one,   
## diag\_1=Other} => {readmitted=NO} 0.004 0.9 1 280  
## [2] {admission\_source\_id=Uncommon,   
## payer\_code=Uncommon,   
## number\_inpatient=None,   
## diabetesMed=No} => {readmitted=NO} 0.004 0.9 1 293  
## [3] {age=(25,35],   
## gender=Female,   
## num\_procedures=At least one,   
## diag\_1=Other} => {readmitted=NO} 0.005 0.9 1 352  
## [4] {age=(25,35],   
## num\_procedures=At least one,   
## diag\_1=Other,   
## change=No} => {readmitted=NO} 0.004 0.9 1 288  
## [5] {age=(25,35],   
## gender=Female,   
## admission\_source\_id=Physician Referral,   
## num\_procedures=At least one} => {readmitted=NO} 0.005 0.9 1 376  
## [6] {age=(25,35],   
## time\_in\_hospital=[1,4.25],   
## num\_procedures=At least one,   
## diag\_1=Other} => {readmitted=NO} 0.005 0.9 1 349

# Use FSelector and LVQ to identify and remove attributes that are not significantly contributing as predictors of the target variable "readmitted".  
  
#use sample of approximately 10% of data because algorithm takes too long with full dataset running LVQ  
set.seed(136)  
readmission\_sample <- readmission\_all\_cat[sample(1:nrow(readmission\_all\_cat), 7000), ]  
  
# use FSelector information gain to determine most important attributes based on information gain (print those values that are higher than the median)  
att.scores <- information.gain(readmitted ~ ., readmission\_sample)  
att.scores.sig <- att.scores[att.scores$attr\_importance > median(att.scores$attr\_importance),,drop = FALSE]  
top\_F <- att.scores.sig[order(-att.scores.sig),,drop = FALSE]  
  
# Use caret package and learning vector quantization (LVQ) to determine the most important attributes  
# prepare training scheme  
control <- trainControl(method="repeatedcv", number=3, repeats=2)  
# train the model  
lvq\_model <- train(readmitted ~ ., data=readmission\_sample, method="lvq", preProcess="scale", trControl=control)

## Warning in preProcess.default(method = "scale", x = structure(c(0, 0,  
## 0, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]

## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]

## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]

## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]

## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]

## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(63.2,72.1], num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(63.2,72.1], num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(63.2,72.1], num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(63.2,72.1], num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(63.2,72.1], num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(63.2,72.1], num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(63.2,72.1], num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(63.2,72.1], num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(63.2,72.1], num\_medications(72.1,81]

## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]  
  
## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]

## Warning in preProcess.default(thresh = 0.95, k = 5, freqCut = 19, uniqueCut  
## = 10, : These variables have zero variances: num\_lab\_procedures(120,132],  
## num\_medications(72.1,81]

# estimate variable importance  
importance <- varImp(lvq\_model, scale=FALSE)  
plot(importance)
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# create dataframe with the averages of importance for all three classes and keep only those above median  
top\_L <- importance$importance  
top\_L$average <- rowMeans(importance$importance)  
top\_L <- subset(top\_L, select = c("average"))  
importance.median <- median(top\_L$average)  
top\_L <- top\_L[top\_L$average > importance.median,, drop = FALSE]  
top\_L <- top\_L[order(-top\_L),, drop = FALSE]  
  
# create list of attributes above median for both FSelector and LVQ  
top\_F.names <- rownames(top\_F)  
top\_L.names <- rownames(top\_L)  
for (i in 1:length(top\_F.names)) {  
 if (top\_F.names[i] %in% top\_L.names) {print(top\_F.names[i])}  
}

## [1] "number\_inpatient"  
## [1] "discharge\_disposition\_id"  
## [1] "age"  
## [1] "num\_lab\_procedures"  
## [1] "number\_diagnoses"  
## [1] "time\_in\_hospital"  
## [1] "diag\_2"  
## [1] "diabetesMed"  
## [1] "payer\_code"  
## [1] "number\_outpatient"

#Split the data into training (80%) and test set (20%). Consider possibly treatment for imbalance in the target variable, readmitted.  
  
#Partition the dataset into training and test sets (use the discretized dataframe)  
set.seed(136)  
trainIndex <- createDataPartition(readmission\_data$readmitted, p = .8,   
 list = FALSE,   
 times = 1)  
  
readmitted\_train <- readmission\_data[trainIndex,]   
readmitted\_test <- readmission\_data[-trainIndex,]

# Apply various classification techniques (Naïve Bayes, decision tree, random forest, and support vector machines) to the data. First, use all attributes. Second, use only common attributes found in FSelector information gain and LVQ importance feature selection techniques from above.  
  
# \*\*\*\*\*  
#   
# Function to generate model using cross validation and create confusion matrix.  
# Parameters passed to function are ml\_type (NB for Naive Bayes, DT for decision tree, RF for random forest, and SV for support vector machines), num\_folds (number of folds in cross validation), and readmitted\_df (readmission data dataframe)  
# The function will create a total confusion matrix for the particular model being implemented by summing the confusion matrices of each of fold in the cross validation  
#  
generate\_conf\_matrix <- function (ml\_type, num\_folds, readmitted\_df) {  
  
#Partition the dataset into training and test sets for cross-validation  
 set.seed(136)  
 trainIndex <- createFolds(readmitted\_df$readmitted, k = num\_folds, list = TRUE)  
 conf\_matrix <- matrix(data = 0, nrow = nlevels(readmitted\_df$readmitted), ncol = nlevels(readmitted\_df$readmitted)) #initialize confusion matrix  
  
#Loop through all folds of cross validation, compute confusion matrix, keep running total  
 for (i in 1:num\_folds) {  
   
 r\_train <- readmitted\_df[-trainIndex[[i]],] # use all folds except current index for training  
 r\_test <- readmitted\_df[trainIndex[[i]],] # use current index fold for test  
  
 if (ml\_type == "NB") {model1 <- naiveBayes(readmitted ~ ., data = r\_train, laplace = 1)}   
 else if (ml\_type == "DT") {model1 <- J48(readmitted ~ ., data = r\_train)}  
 else if (ml\_type == "RF") {model1 <- randomForest(readmitted ~ ., data=r\_train, ntree=100)}  
 else if (ml\_type == "SV") {model1 <- svm(readmitted ~ ., data = r\_train, kernel = 'linear', gamma = 0.05, cost = 5)}  
   
 # predict classes based on trained model for test data   
 preds <- predict(model1, newdata = r\_test)  
 # generate confusion matrix   
 new\_conf\_matrix <- table(preds, r\_test$readmitted)  
 # keep running total of conf\_matrix to facilitate calculation of mean after loop finishes  
 conf\_matrix <- conf\_matrix + new\_conf\_matrix  
 }  
  
 # label and return confusion matrix  
 names(dimnames(conf\_matrix)) <- c("Predicted Class", "Actual Class")  
 return(conf\_matrix)  
 }

#calculate the accuracy and F1 score for a confusion matrix (cm). If binary class then use standard method for calculating accuracy and F1 score. If multiclass then use micro (one vs all) approach since class distribution is not even (note that for multiclass confusion matrix, micro precision, recall, and F1 are equal)  
calc\_perf\_meas <- function (cm) {  
 n\_instances = sum(cm) # number of instances  
 n\_classes = ncol(cm) # number of classes  
 n\_correct = diag(cm) # number of correctly classified instances per class   
 rowsums = apply(cm, 1, sum) # number of predictions per class  
 colsums = apply(cm, 2, sum) # number of instances per class  
 tp <- cm[1,1]  
 fp <- cm[1,2]  
 fn <- cm[2,1]  
  
 if (n\_classes == 2) {  
 acc <- sum(n\_correct) / n\_instances # accuracy  
 prec <- tp / (tp + fp) # precision  
 recall <- tp / (tp + fn) # recall  
 f1 <- 2 \* prec \* recall / (prec + recall) # F1 score  
 }   
 else if (n\_classes > 2) {  
#one versus all matrices for each of the 3 class (<30, >30, NO) ... assumes each class in turn is positive  
 oneVsAll = lapply(1 : n\_classes,   
 function(i){  
 v = c(cm[i,i],  
 rowsums[i] - cm[i,i],  
 colsums[i] - cm[i,i],  
 n\_instances - rowsums[i] - colsums[i] + cm[i,i]);  
 return(matrix(v, nrow = 2, byrow = TRUE))})  
 sum\_cm = matrix(0, nrow = 2, ncol = 2)  
 for(i in 1 : n\_classes){sum\_cm = sum\_cm + oneVsAll[[i]]} # add up confusion matrices for classes  
   
 acc <- sum(diag(sum\_cm)) / sum(sum\_cm) # average micro accuracy  
 f1 <- sum\_cm[1,1] / sum(sum\_cm[1,]) #find the micro average F1 score = precision = recall   
 }  
 perf\_measures <- list ("Accuracy" = acc, "F1 Score" = f1)  
 return(perf\_measures)  
}

# Function to run models (uses cross-validation on the training data sent to the function). Parameters passed to function are the dataframe to be used and codes for which models to be run (NB, DT, RF, SV). Use tictoc function to record runtime.  
  
run\_models <- function (df, models\_to\_use) {  
  
 num\_folds <- 4 # set number of folds for cross-validation  
 perf\_measures\_NB <- list ("Accuracy" = 0, "F1 Score" = 0) # initialize performance measures lists  
 perf\_measures\_DT <- list ("Accuracy" = 0, "F1 Score" = 0)  
 perf\_measures\_RF <- list ("Accuracy" = 0, "F1 Score" = 0)  
 perf\_measures\_SV <- list ("Accuracy" = 0, "F1 Score" = 0)  
  
 if ("NB" %in% models\_to\_use) {  
#  
# Naive Bayes  
#  
 tic("Naive Bayes - All attributes")  
 conf\_matrix <- generate\_conf\_matrix ("NB", num\_folds, df)  
 toc()  
 conf\_matrix  
 perf\_measures\_NB <- format(calc\_perf\_meas (conf\_matrix), digits = 3)  
 perf\_measures\_NB  
 }  
  
 if ("DT" %in% models\_to\_use) {  
#  
# Decision Tree  
#  
 tic("Decision Tree - All attributes")  
 conf\_matrix <- generate\_conf\_matrix ("DT", num\_folds, df)  
 toc()  
 conf\_matrix  
 perf\_measures\_DT <- format(calc\_perf\_meas (conf\_matrix), digits = 3)  
 perf\_measures\_DT  
 }  
  
 if ("RF" %in% models\_to\_use) {  
#  
# Random forest  
#  
 tic("Random Forest - All attributes")  
 conf\_matrix <- generate\_conf\_matrix ("RF", num\_folds, df)  
 toc()  
 conf\_matrix  
 perf\_measures\_RF <- format(calc\_perf\_meas (conf\_matrix), digits = 3)  
 perf\_measures\_RF  
 }  
   
 if ("SV" %in% models\_to\_use) {   
#  
# Support Vector Machine  
#  
 tic("Support Vector Machine - All attributes")  
 conf\_matrix <- generate\_conf\_matrix ("SV", num\_folds, df)  
 toc()  
 conf\_matrix  
 perf\_measures\_SV <- format(calc\_perf\_meas (conf\_matrix), digits = 3)  
 perf\_measures\_SV  
 }  
 perf\_measures <- list (NB = perf\_measures\_NB, DT = perf\_measures\_DT, RF = perf\_measures\_RF, SV = perf\_measures\_SV)  
 return(perf\_measures)  
}

#  
# Run the models using all attributes.  
#  
perf\_measures <- run\_models(readmitted\_train, c("NB", "DT", "RF")) # not using SV because it takes too long

## Naive Bayes - All attributes: 52.1 sec elapsed  
## Decision Tree - All attributes: 22.59 sec elapsed  
## Random Forest - All attributes: 211.17 sec elapsed

perf\_measures

## $NB  
## Accuracy F1 Score   
## "0.725" "0.588"   
##   
## $DT  
## Accuracy F1 Score   
## "0.716" "0.574"   
##   
## $RF  
## Accuracy F1 Score   
## "0.735" "0.603"   
##   
## $SV  
## $SV$Accuracy  
## [1] 0  
##   
## $SV$`F1 Score`  
## [1] 0

#  
# Run the models using attributes determined from feature selection: number\_inpatient, discharge\_disposition\_id, age, number\_diagnoses, num\_lab\_procedures, time\_in\_hospital, diag\_2, diabetesMed   
reduced\_attrib\_vector <- c('number\_inpatient', 'discharge\_disposition\_id', 'age', 'number\_diagnoses', 'num\_lab\_procedures', 'time\_in\_hospital', 'diag\_2', 'diabetesMed', 'payer\_code', 'number\_outpatient', 'readmitted')  
reduced\_df <- readmitted\_train[, reduced\_attrib\_vector]  
  
perf\_measures <- run\_models(reduced\_df, c("NB", "DT", "RF", "SV"))

## Naive Bayes - All attributes: 24.21 sec elapsed  
## Decision Tree - All attributes: 24.29 sec elapsed  
## Random Forest - All attributes: 82.32 sec elapsed  
## Support Vector Machine - All attributes: 5239.71 sec elapsed

perf\_measures

## $NB  
## Accuracy F1 Score   
## "0.727" "0.591"   
##   
## $DT  
## Accuracy F1 Score   
## "0.73" "0.595"   
##   
## $RF  
## Accuracy F1 Score   
## "0.735" "0.602"   
##   
## $SV  
## Accuracy F1 Score   
## "0.733" "0.599"

# combine readmitted<=30 and readmitted>=30 to create a binary class dataset  
readmission\_binary\_class <- readmission\_data  
readmission\_binary\_class$readmitted <- factor(ifelse(readmission\_binary\_class$readmitted == "NO","NO","YES"))  
t<-table(readmission\_binary\_class$readmitted)  
p<- t/sum(t)  
t

##   
## NO YES   
## 41476 28511

p

##   
## NO YES   
## 0.6 0.4

#  
# Run the models using a binary class attribute for readmitted (readmitted or not)  
#  
# partition the readmission data with binary class attribute into training and test sets using same index created previously for multiclass data  
readmitted\_binary\_train <- readmission\_binary\_class[trainIndex,]   
readmitted\_binary\_test <- readmission\_binary\_class[-trainIndex,]   
#  
# Run the models on the full attribute dataset (uses cross validation on the training set):  
#  
perf\_measures <- run\_models(readmitted\_binary\_train, c("NB", "DT", "RF"))

## Naive Bayes - All attributes: 47.78 sec elapsed  
## Decision Tree - All attributes: 19.7 sec elapsed  
## Random Forest - All attributes: 153.86 sec elapsed

perf\_measures

## $NB  
## Accuracy F1 Score   
## "0.615" "0.698"   
##   
## $DT  
## Accuracy F1 Score   
## "0.605" "0.695"   
##   
## $RF  
## Accuracy F1 Score   
## "0.628" "0.725"   
##   
## $SV  
## $SV$Accuracy  
## [1] 0  
##   
## $SV$`F1 Score`  
## [1] 0

#  
# Run the models using attributes determined from feature selection (uses cross validation on the training set):  
#  
reduced\_binary\_df <- readmitted\_binary\_train[, reduced\_attrib\_vector]  
  
perf\_measures <- run\_models(reduced\_binary\_df, c("NB", "DT", "RF"))

## Naive Bayes - All attributes: 22.7 sec elapsed  
## Decision Tree - All attributes: 19.39 sec elapsed  
## Random Forest - All attributes: 63.47 sec elapsed

perf\_measures

## $NB  
## Accuracy F1 Score   
## "0.607" "0.704"   
##   
## $DT  
## Accuracy F1 Score   
## "0.617" "0.726"   
##   
## $RF  
## Accuracy F1 Score   
## "0.619" "0.732"   
##   
## $SV  
## $SV$Accuracy  
## [1] 0  
##   
## $SV$`F1 Score`  
## [1] 0

#  
# Experiment with various numbers of folds in cross-validation to find the optimal number for the training set (graph performance measures against number of cross-validation folds to determine where number of folds stabilizes)  
max\_folds <- 10  
# set up plot  
plot(1, type="n", xlab="Number of Folds", ylab="Performance Meaures", xlim=c(0, 10), ylim=c(0.5, 0.8))  
title(main = "Naive Bayes: Accuracy & F1 Scores vs Number of CV Folds")  
legend(0, 0.4, legend=c("Accuracy", "F1 Score"),col=c("red", "blue"))  
 #  
 # Naive Bayes on reduced set  
 #  
for (nf in 2:max\_folds) {  
 conf\_matrix <- generate\_conf\_matrix ("NB", nf, reduced\_df)  
 perf\_measures <- format(calc\_perf\_meas (conf\_matrix), digits = 3)  
 points(x = nf, y = perf\_measures[1], col = "red", pch = 15) # plot accuracy for current number of folds  
 points(x = nf, y = perf\_measures[2], col = "blue", pch = 19) # plot F1 Score for current number of folds  
}
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#  
 # Decision tree on reduced set  
 #  
# set up plot  
plot(1, type="n", xlab="Number of Folds", ylab="Performance Meaures", xlim=c(0, 10), ylim=c(0.5, 0.8))  
title(main = "Decision Tree: Accuracy & F1 Scores vs Number of CV Folds")  
legend(0, 0.4, legend=c("Accuracy", "F1 Score"),col=c("red", "blue"))  
  
for (nf in 2:max\_folds) {  
 conf\_matrix <- generate\_conf\_matrix ("DT", nf, reduced\_df)  
 perf\_measures <- format(calc\_perf\_meas (conf\_matrix), digits = 3)  
 points(x = nf, y = perf\_measures[1], col = "red", pch = 15) # plot accuracy for current number of folds  
 points(x = nf, y = perf\_measures[2], col = "blue", pch = 19) # plot F1 Score for current number of folds  
}

![](data:image/png;base64,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)

# Balance the multiclass training dataset by undersampling the majority classes and rerun models to see if that improves accuracy and F1 scores.  
# Use the number of observations from the smallest class (readmitted <30) as number randomly selected from other classes  
n\_smallest\_class <- length(readmitted\_train$readmitted[readmitted\_train$readmitted=="<30"])  
readmitted\_balanced <- as.data.frame(readmitted\_train %>% group\_by(readmitted) %>% sample\_n(n\_smallest\_class))  
#  
# Run the models using the balanced dataset on the full attribute set (uses cross-validation)  
perf\_measures <- run\_models(readmitted\_balanced, c("NB", "DT", "RF"))

## Naive Bayes - All attributes: 16.02 sec elapsed  
## Decision Tree - All attributes: 4.64 sec elapsed  
## Random Forest - All attributes: 65.91 sec elapsed

perf\_measures

## $NB  
## Accuracy F1 Score   
## "0.621" "0.431"   
##   
## $DT  
## Accuracy F1 Score   
## "0.601" "0.401"   
##   
## $RF  
## Accuracy F1 Score   
## "0.619" "0.429"   
##   
## $SV  
## $SV$Accuracy  
## [1] 0  
##   
## $SV$`F1 Score`  
## [1] 0

#  
# Run the models using the balanced dataset on the reduced attribute set (uses cross-validation)  
reduced\_balanced <- readmitted\_balanced[, reduced\_attrib\_vector]  
perf\_measures <- run\_models(reduced\_balanced, c("NB", "DT", "RF"))

## Naive Bayes - All attributes: 8.42 sec elapsed  
## Decision Tree - All attributes: 5.77 sec elapsed  
## Random Forest - All attributes: 31.38 sec elapsed

perf\_measures

## $NB  
## Accuracy F1 Score   
## "0.618" "0.426"   
##   
## $DT  
## Accuracy F1 Score   
## "0.595" "0.392"   
##   
## $RF  
## Accuracy F1 Score   
## "0.605" "0.407"   
##   
## $SV  
## $SV$Accuracy  
## [1] 0  
##   
## $SV$`F1 Score`  
## [1] 0

# Convert to binary class (combine >30 and NOT classes ... i.e. either readmitted under 30 days or not at all).  
readmission\_binary\_class <- readmitted\_train  
readmission\_binary\_class$readmitted <- factor(ifelse(readmission\_binary\_class$readmitted == "<30", "YES", "NO"))  
readmission\_binary\_class$readmitted <- relevel(readmission\_binary\_class$readmitted, "YES")  
table(readmission\_binary\_class$readmitted)

##   
## YES NO   
## 5028 50962

# Balance the binary class training dataset by undersampling the majority class and then run models.  
# Use the number of observations from the smallest class (readmitted <30) as number randomly selected from other class  
n\_smallest\_class <- length(readmission\_binary\_class$readmitted[readmission\_binary\_class$readmitted == "YES"])  
readmitted\_balanced1 <- as.data.frame(readmission\_binary\_class %>% group\_by(readmitted) %>% sample\_n(n\_smallest\_class))  
#  
# Run the models using the balanced dataset on the full attribute set (uses cross-validation)  
perf\_measures <- run\_models(readmitted\_balanced1, c("NB", "DT", "RF"))

## Naive Bayes - All attributes: 8.52 sec elapsed  
## Decision Tree - All attributes: 1.81 sec elapsed  
## Random Forest - All attributes: 25.45 sec elapsed

perf\_measures

## $NB  
## Accuracy F1 Score   
## "0.603" "0.596"   
##   
## $DT  
## Accuracy F1 Score   
## "0.581" "0.572"   
##   
## $RF  
## Accuracy F1 Score   
## "0.608" "0.603"   
##   
## $SV  
## $SV$Accuracy  
## [1] 0  
##   
## $SV$`F1 Score`  
## [1] 0

#  
# Run the models using the balanced dataset on the reduced attribute set (uses cross-validation)  
reduced\_balanced1 <- readmitted\_balanced1[, reduced\_attrib\_vector]  
perf\_measures <- run\_models(reduced\_balanced1, c("NB", "DT", "RF"))

## Naive Bayes - All attributes: 4.09 sec elapsed  
## Decision Tree - All attributes: 1.56 sec elapsed  
## Random Forest - All attributes: 17.02 sec elapsed

perf\_measures

## $NB  
## Accuracy F1 Score   
## "0.608" "0.595"   
##   
## $DT  
## Accuracy F1 Score   
## "0.584" "0.567"   
##   
## $RF  
## Accuracy F1 Score   
## "0.585" "0.574"   
##   
## $SV  
## $SV$Accuracy  
## [1] 0  
##   
## $SV$`F1 Score`  
## [1] 0

# Balance the binary class training dataset using SMOTE (oversample minority class) and then run models.  
#  
# Use SMOTE to balance the classes  
t <- table(readmission\_binary\_class$readmitted) # table with number in each class  
o\_balance\_factor <- round(100 \* (max(t[1], t[2]) - min(t[1], t[2])) / (min(t[1], t[2]))) # factor for perc.over in smote algorithm to create enough observations to balance dataset  
u\_balance\_factor <- round( 100 \* max(t[1], t[2]) / (max(t[1], t[2]) - min(t[1], t[2]))) # factor for perc.under in smote algorithm to keep the majority class with the same number of observations as before  
readmitted\_balanced2 <- SMOTE(readmitted ~ ., readmission\_binary\_class, perc.over = o\_balance\_factor, perc.under = u\_balance\_factor)  
# Run models (Naive Bayes, decision tree, random forests) using cross-validation on balanced dataset with all attributes  
perf\_measures <- run\_models(readmitted\_balanced2, c("NB", "DT", "RF"))

## Naive Bayes - All attributes: 81.52 sec elapsed  
## Decision Tree - All attributes: 30.91 sec elapsed  
## Random Forest - All attributes: 202.33 sec elapsed

perf\_measures

## $NB  
## Accuracy F1 Score   
## "0.753" "0.751"   
##   
## $DT  
## Accuracy F1 Score   
## "0.902" "0.895"   
##   
## $RF  
## Accuracy F1 Score   
## "0.919" "0.917"   
##   
## $SV  
## $SV$Accuracy  
## [1] 0  
##   
## $SV$`F1 Score`  
## [1] 0

#  
# Run models (Naive Bayes, decision tree, random forests) using cross-validation on balanced dataset with reduced attribute set  
reduced\_balanced2 <- readmitted\_balanced2[, reduced\_attrib\_vector]  
perf\_measures <- run\_models(reduced\_balanced2, c("NB", "DT", "RF"))

## Naive Bayes - All attributes: 42.2 sec elapsed  
## Decision Tree - All attributes: 27.72 sec elapsed  
## Random Forest - All attributes: 97.43 sec elapsed

perf\_measures

## $NB  
## Accuracy F1 Score   
## "0.699" "0.696"   
##   
## $DT  
## Accuracy F1 Score   
## "0.905" "0.897"   
##   
## $RF  
## Accuracy F1 Score   
## "0.903" "0.898"   
##   
## $SV  
## $SV$Accuracy  
## [1] 0  
##   
## $SV$`F1 Score`  
## [1] 0

# Generalize the results of the classification using boosting ensemble technique.  
#  
# function to create boost ensemble for given dataframe  
boost\_fun <- function (dframe, iters) {  
   
 # split dataframe into training and test set  
 set.seed(136)  
 ti <- createDataPartition(dframe$readmitted, p = .8, list = FALSE, times = 1)  
  
 btrain <- dframe[ti,] # training set  
 btest <- dframe[-ti,] # testing set  
  
 model\_adaboost <- adaboost(readmitted ~ ., btrain, iters) # run adaboost ensemble algorithm  
 pred <- predict(model\_adaboost, newdata=btest) # predict values for test set  
 pred$class <- relevel(pred$class, "YES") # make the "YES" class appear first  
 conf\_mat <- table(pred$class,btest$readmitted) # create confusion matrix  
 perf\_measures <- calc\_perf\_meas(conf\_mat)  
 return(perf\_measures)  
 }

# optimize iterations for boost ensemble (use reduced SMOTE dataset)  
max\_iters <- 10  
# set up plot  
plot(1, type="n", xlab="Number of Folds", ylab="Performance Meaures", xlim=c(0, 10), ylim=c(0, 1))  
title(main = "Boost: Accuracy & F1 Scores vs Number of Iterations")  
legend(0, 0.4, legend=c("Accuracy", "F1 Score"),col=c("red", "blue"))  
  
for (ni in 1:max\_iters) {  
 tic(paste("number of iterations", ni))  
 perf\_measures <- boost\_fun(reduced\_balanced2, ni)  
 toc()  
 points(x = ni, y = perf\_measures[1], col = "red", pch = 15) # plot acc. for current number of iterations  
 points(x = ni, y = perf\_measures[2], col = "blue", pch = 19) # plot F1 for current number of iterations  
}

![](data:image/png;base64,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)

## number of iterations 1: 7.68 sec elapsed  
## number of iterations 2: 16.34 sec elapsed  
## number of iterations 3: 24.31 sec elapsed  
## number of iterations 4: 33.61 sec elapsed  
## number of iterations 5: 43.58 sec elapsed  
## number of iterations 6: 57.91 sec elapsed  
## number of iterations 7: 63.55 sec elapsed  
## number of iterations 8: 67.23 sec elapsed  
## number of iterations 9: 77.69 sec elapsed  
## number of iterations 10: 87 sec elapsed

# boost ensemble for binary class data, unbalanced, full attribute set  
tic("Boost Ensemble - Unbalanced, binary, all attributes")  
perf\_measures <- boost\_fun(readmission\_binary\_class, 7)  
toc()

## Boost Ensemble - Unbalanced, binary, all attributes: 65.55 sec elapsed

format(perf\_measures, digits = 3)

## Accuracy F1 Score   
## "0.901" "0.0316"

# boost ensemble for binary class data, unbalanced, reduced attribute set  
tic("Boost Ensemble - Unbalanced, binary, reduced attribute set")  
perf\_measures <- boost\_fun(readmission\_binary\_class[, reduced\_attrib\_vector], 7)  
toc()

## Boost Ensemble - Unbalanced, binary, reduced attribute set: 29.94 sec elapsed

format(perf\_measures, digits = 3)

## Accuracy F1 Score   
## "0.899" "0.039"

# boost ensemble for balanced (undersampling majority) binary class data full attribute set  
tic("Boost Ensemble - Balanced (undersampling), binary, all attributes")  
perf\_measures <- boost\_fun(readmitted\_balanced1, 7)  
toc()

## Boost Ensemble - Balanced (undersampling), binary, all attributes: 6.92 sec elapsed

format(perf\_measures, digits = 3)

## Accuracy F1 Score   
## "0.566" "0.551"

# boost ensemble for balanced (undersampling majority) binary class data reduced attribute set  
tic("Boost Ensemble - Balanced (undersampling), binary, reduced attribute set")  
perf\_measures <- boost\_fun(reduced\_balanced1, 7)  
toc()

## Boost Ensemble - Balanced (undersampling), binary, reduced attribute set: 3.61 sec elapsed

format(perf\_measures, digits = 3)

## Accuracy F1 Score   
## "0.567" "0.446"

# boost ensemble for balanced (synthetic oversampling minority) binary class data full attribute set  
tic("Boost Ensemble - Balanced (SMOTE), binary, all attributes")  
perf\_measures <- boost\_fun(readmitted\_balanced2, 7)  
toc()

## Boost Ensemble - Balanced (SMOTE), binary, all attributes: 129.46 sec elapsed

format(perf\_measures, digits = 3)

## Accuracy F1 Score   
## "0.918" "0.915"

# boost ensemble for balanced (synthetic oversampling minority) binary class data reduced attribute set  
tic("Boost Ensemble - Balanced (SMOTE), binary, reduced attribute set")  
perf\_measures <- boost\_fun(reduced\_balanced2, 7)  
toc()

## Boost Ensemble - Balanced (SMOTE), binary, reduced attribute set: 58.66 sec elapsed

format(perf\_measures, digits = 3)

## Accuracy F1 Score   
## "0.915" "0.911"

# Use the test dataset to test the four best models  
#  
# Random forest on multiclass reduced attribute dataset  
reduced\_test <- readmitted\_test[, reduced\_attrib\_vector]  
tic("Random forest on multiclass full attribute dataset")  
model1 <- randomForest(readmitted ~ ., data=readmitted\_train[, reduced\_attrib\_vector], ntree=100)  
preds1 <- predict(model1, newdata = reduced\_test)  
toc()

## Random forest on multiclass full attribute dataset: 24.53 sec elapsed

conf\_matrix1 <- table(preds1, reduced\_test$readmitted)  
names(dimnames(conf\_matrix1)) <- c("Predicted Class", "Actual Class")  
perf\_measures <- calc\_perf\_meas(conf\_matrix1)  
format(perf\_measures, digits = 3)

## Accuracy F1 Score   
## "0.734" "0.602"

#  
# Create a binary class version of test dataset  
readmitted\_binary\_test <- readmitted\_test  
readmitted\_binary\_test$readmitted <- factor(ifelse(readmitted\_binary\_test$readmitted == "<30", "YES", "NO"))  
readmitted\_binary\_test$readmitted <- relevel(readmitted\_binary\_test$readmitted, "YES")  
#  
# Random forest on binary, SMOTE balanced, full attribute dataset  
tic("Random forest on binary, SMOTE balanced full attribute dataset")  
model2 <- randomForest(readmitted ~ ., data=readmitted\_balanced2, ntree=100)  
preds2 <- predict(model2, newdata = readmitted\_binary\_test)  
toc()

## Random forest on binary, SMOTE balanced full attribute dataset: 70.67 sec elapsed

conf\_matrix2 <- table(preds2, readmitted\_binary\_test$readmitted)  
names(dimnames(conf\_matrix2)) <- c("Predicted Class", "Actual Class")  
perf\_measures <- calc\_perf\_meas(conf\_matrix2)  
format(perf\_measures, digits = 3)

## Accuracy F1 Score   
## "0.817" "0.179"

#  
# Create a reduced attribute binary class version of test dataset  
reduced\_binary\_test <- readmitted\_binary\_test[, reduced\_attrib\_vector]  
#  
# Decision tree on binary, SMOTE balanced, reduced attribute dataset  
tic("Decision tree on binary, SMOTE balanced reduced attribute dataset")  
model3 <- J48(readmitted ~ ., data=readmitted\_balanced2[, reduced\_attrib\_vector])  
preds3 <- predict(model3, newdata = reduced\_binary\_test)  
toc()

## Decision tree on binary, SMOTE balanced reduced attribute dataset: 10.83 sec elapsed

conf\_matrix3 <- table(preds3, reduced\_binary\_test$readmitted)  
names(dimnames(conf\_matrix3)) <- c("Predicted Class", "Actual Class")  
perf\_measures <- calc\_perf\_meas(conf\_matrix3)  
format(perf\_measures, digits = 3)

## Accuracy F1 Score   
## "0.889" "0.091"

#  
# Adaboost on binary, SMOTE balanced, full attribute dataset  
tic("Adaboost on binary, SMOTE balanced full attribute dataset")  
model4 <- adaboost(readmitted ~ ., data=readmitted\_balanced2, 7)  
preds4 <- predict(model4, newdata = readmitted\_binary\_test)  
toc()

## Adaboost on binary, SMOTE balanced full attribute dataset: 170.67 sec elapsed

preds4$class <- relevel(preds4$class, "YES") # make the "YES" class appear first  
conf\_matrix4 <- table(preds4$class, readmitted\_binary\_test$readmitted)  
names(dimnames(conf\_matrix4)) <- c("Predicted Class", "Actual Class")  
perf\_measures <- calc\_perf\_meas(conf\_matrix4)  
format(perf\_measures, digits = 3)

## Accuracy F1 Score   
## "0.833" "0.151"

#  
#